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Abstract
mining aims at extracting information from event logs for capturing a business process in execution. In this paper a process

mining algorithm is proposed based on Synchro-Net which is a synchronization-based model of workflow logic and workflow
semantics. With this mining algorithm based on the model, problems such as invisible tasks and short-loops can be dealt

Sometimes historic information about workflow execution is needed to analyze business processes. Process

with at ease. A process mining example is presented to illustrate the algorithm, and the evaluation is also given.

Keywords
1 Introduction

A workflow is a partial or total automation of a busi-
ness process in which activities are executed by human
or machines according to certain predefined rules!.

Modern enterprises increasingly use workflow tech-
nology to design business processes, by means of man-
agement systems that provide mechanisms for formally
specifying the schema of execution, for simulating its
evolution under different conditions, for validating and
testing whether it behaves as expected, and for evalu-
ating the ability of a service to meet requirements with
respect to throughput times, service levels, and resource
utilization.

In an ideal situation, a well-defined business process
should be designed before its enactment is possible and
redesigned whenever changes take place. Sometimes, we
may need process mining to get the information about
workflow execution and find out how people and/or a
procedure really work. The process mining can also be
applied to delta analysis, which means comparing ac-
tual processes with predefined ones. Therefore, process
mining is of great importance.

In general, a workflow process model is the static de-
sign of a business process, while the workflow execution
is dynamic and decides which activities take place at
runtime. The definition of workflow process mining is
given in [1]: Given a workflow process log that records
the orders in which activities take place, we try to find
a workflow process model with some constrains, so that
all traces correspond to the instance of the business pro-
cess model. In fact, engine log is stored in database or
a plat file and what we need to do is to use data mining
technique to rediscover the process model from the log.

Considerable work has been done in this field. Aalst
uses a special kind of Petri net named WF-net to model
the control flow of a process[?l. Based on WF-net, Aalst
applies the a-algorithm to mining the process modell®4.
And later, some extended algorithms are proposed!® 8!,

workflow, process mining, workflow logic, workflow semantics, Petri net

Some other people also do some researches in this field,
Herbst and Karagiannis, as well as Greco, Guzzo, Manco
and Pontierim*1% to name but a few. However, there
still remain some problems to be adequately resolved,
such as invisible tasks, none free choices, one-length
loops, two-length loops and so on®!.

In this paper, we propose our process mining method
which is based on a synchronization-based model of
workflow logic and workflow semantics, named Synchro-
Net['], and present a mining algorithm to rediscover
the process model from workflow engine’s log. With the
workflow model and our process mining method, prob-
lems such as invisible tasks and one-length loops can be
dealt with at ease.

The rest of this paper is organized as follows. Section
2 introduces a synchronization-based model of workflow
logic and workflow semantics. In Section 3, a process
mining method based on the model is given and a con-
crete algorithm for constructing process model is pro-
posed. To illustrate the mining algorithm, an example
is given in Section 4, and the evaluation of the mining
method is also outlined. Finally, the conclusion and fu-
ture work are drawn in Section 5.

2 A Synchronization-Based Model of Workflow
Logic and Workflow Semantics

Firstly, let us take a general look at the Synchro-Net,
a synchronization-based model.

As mentioned in [11], a workflow is the formal
description of a business process, including workflow
logic which describes dependences (causal dependences
and/or organizational regulations) between tasks and
workflow semantics added on the logic to describe obvi-
ous contents. To check finished tasks according to the
workflow logic and to start the next task or select and
start the next task according to the workflow seman-
tics involve workflow management. Both workflow logic
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and semantics make up a process model, represented by
Synchro-Net.

In [11], the details of workflow logic and semantics
are explained rationally, and a formal model has been
presented. Next, let us explain some most important
points of the model and the formal definitions, so as to
make readers understand the workflow mining algorithm
based on the model described later.

2.1 Workflow Logic and Workflow Semantics

Workflow logic plays a decisive role in workflow. And
in fact, synchronization between tasks is the central con-
cern of workflow logic.

In general, workflow logic specifies how tasks of a
business process are ordered and disordered, i.e., how
they are synchronized. The order is derived from the ca-
sual dependences among tasks and from organizational
regulations. Besides, it covers all possible routes for all
possible cases allowed by the business in question, i.e., it
is case irrelevant. And workflow logic is not concerned
with the actual contents of a task execution. Further-
more, a task can be executed at most once for each run
of the logic. So, iterative routing should not appear to
be a logic feature. Thus, it is not concerned with case
attributes needed to make decisions on selective rout-
ings. Such attributes will be introduced into the logic
to form workflow semantics. The passing of control from
task to task is to be done automatically by workflow en-
gine since control-passing involves resource assignment
to tasks. As such, control-passing is a matter of im-
plementation which a task should not be involved in.
The duty of a task is confined to the business itself, not
including business management.

With the understanding of workflow logic, workflow
semantics may be described as follows.

Workflow semantics is case-relevant, and it defines
a unique route for each case based on case attributes.
It involves only those attributes that are needed to
make decisions on selective routing, while not concerned
with actual contents of tasks beyond decision-making at-
tributes. Workflow semantics does not deal with man-
agement affairs like resource assignments, time con-
straints and safety considerations. Performance analysis
is also beyond its scope. There is no need for returns
(redo) and skips to be introduced into a workflow seman-
tics model, for the duty of workflow semantics is only
to solve the conflict in the workflow logic and not con-
cerned with the quality of the task that has been done.
Whether to redo or not is the concern of workflow man-
agement, and the actual return to redoing some tasks
is judged by the workflow engine according to the deci-
sions by certain participants or management rules. Such
postponed ship and returns are called implicit jumps:
jump forward and jump backward, and are dealt with
by workflow engine at runtime.

2.2 Formal Descriptions

Now, we introduce the formal descriptions of the
synchronization-base model of workflow logic and se-
mantics.

Order Relations Among Tasks. All tasks in TASK
are ordered by the nature of the related business pro-
cess. So we have a relation <, < C TASK x TASK.

And we have a sub-relation < of <: < C < and
(t,t') e<=Vt" € TASK: —~(t <t" Nt < ).

< is the next relation among tasks. For (T1,T5) €<
we say that T; is immediately before T, or T5 is im-
mediately after T;. We will define workflow logic by
specifying how T, T, and 17 < T, are synchronized.

Synchronizer. The synchronizer is the central con-
cern of workflow logic. Place p with a local structure
as shown in Fig.1 is called a synchronizer of pattern
(a1,a2) between Ty and T5, or simply a synchronizer. It
is called a selective synchronizer if a; < |T1|V az < |T3],
otherwise it is a decisive synchronizer. We write p =
(Tla Tg, (al, 02)).

f f
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pe=T2

n=a-d,

Im1 t ;112

Fig.1. Synchronizer.

In workflow logic, each transition can occur at most
once, and a synchronizer p = (T, T, (a1,az2)) can au-
thorize the post transitions to happen only if M(p) =
ay; X ag.

Workflow Logic. X = (P,T;F,K,W,M,) is called
the workflow logic of (TASK, <), or WF-logic for short,
if <= {(t,t)|t, ' € TAIp € P: t e *pAt € p*},
Vpe P: (*p=0= My(p) =1)A(*p # 0 = My(p) = 0),
and (T, <) = (TASK,<').

Workflow Semantics. A C_net('l] system X = (P,
V,T;F,K,W,R, W, Wr,My) is called a work-
flow semantics frame, ws_frame for short, if
(P,T;F,K,W, M,,) is a WF-logic, where M,, = My|p,
and Yo € V: Jw(v)| < 1A|r(v)] > 1AMy(v) =0, Vt € T
Mr = guard(t) + body(t).

Fig.2 is an example of the workflow logic and seman-
tics in applying for leave process.

In workflow logic and semantics model: P is the set
of places; V is the obvious variables of the B_form!'l
and variables in V are used in guard and body of tran-
sitions; T is the set of transitions and each transition in
T holds for a task of the business process; F' is the flow
relation between places and transitions, while in the net
it is the arc; K is the set of capacities of places in P; W
is the set of weight on each arc of F'; R is the reading
relation that denotes which transition in 7" reads which
variables in V; W,. is the writing relation that denotes
which transition in 7' writes which variables in V; My
is the set of guard and body of each transition in 7T'; and
My is the initial marking of each place in P.
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Fig.2. Example of workflow logic and semantics.

It should be noticed that both of the workflow logic
and workflow semantics together make up the workflow
process model. In this sight, we do mining and try to
rediscover a workflow logic and semantics model like
above.

Readers can refer to [11] for more details about
the synchronization-based model of workflow logic and
workflow semantics.

3 Process Mining

The log database stores the execution traces of work-
flow processes, such as when a transition starts and ends,
as well as each transition’s status, for example, the vari-
able’s value in guard and body of a transition. What we
need to do is to mine this information so as to rediscover
the workflow process model.

3.1 Some Assumptions Before Mining the

Model

Before presenting how to do mining, we need to put
forward some assumptions.

Firstly, in a more theoretical approach, we do not
focus on issues such as noise. We assume that there is
no noise and the log contains sufficient information.

Since our work is based on the synchronization-based
model of workflow process, in which synchronizer is the
central concern of the Petri net, our mining result is a
Petri net strictly following the workflow logic and se-
mantics model, in which loop or jump does not occur,
for the latter two things are the concerns of the work-
flow management, and the actual return to redoing some
tasks is judged by the workflow engine according to the
decisions by certain participants or management rules.

There is another assumption that the original pro-
cess model is well defined. Before the workflow pro-
cess is actually executed by workflow engine, usually it
has to be verified. That phase is called process model
verification. In process model verification, the model is
judged according to the rules in a rule base so as to make
sure whether it is well-constructed. The synchronizers in
our model make it clear that there neither exists such a

structure that the choice and synchronization are mixed
nor is synchronization without all its preceding transi-
tions. This makes our net structure meet the definition
of Aaslt’s SWF-netl*l. In [11], the author presents some
verification rules of the model. In a word, we assume
the original process model is well-constructed before we
try to rediscover the model.

3.2 Owur Mining Method

For our process mining, we need to rebuild a Petri net
(P,V,T;F,K,W,R,W,., My, My) from the log of work-
flow engine. T is recorded in the log database. Then,
we can easily get Mr, which is corresponding to T. Ob-
viously, we can come to the conclusion that the set of
variables appear in guards and bodies of transitions in
T, and that is V. Now we have T\, Mp and V, and R
and W,. can be concluded. My can be easily built be-
cause only the start place contains a token. What is left
for us is to mine P, F', K and W from the information
above.

Our process mining algorithm receives an event log
from the log database as input and returns to an ex-
tended Petri net named Synchro-Net!!l as output. It
can be seen as an extension of a-algorithm.

Let T be a set of tasks. Let o = t1ty...t,, € T a se-
quence over T' of length n. €, first, and last are defined
as follows:

1)t € o if and only if t € {t1,ta,...tn};

2) if n > 1, then first(o) = ¢; and last(o) = t,.

And next we define order relations between transi-
tions in the log. There are four types of order relations:

next, parallel, choice, and only possibility of next. Let
L be alog over T, and t,,t, € T

1) tq < tp: if there is a trace o = tytoty -+ t,, 0 € L,
to =t; and tp, = t;41;

2) tollty: if and only if ¢, < tp and t, > tp;

3) to#ty: if neither t, < t, nor tpt,;

4) t, < tp: if t, < tp, and not t, < t,.

The main idea of our algorithm is as follows.

1) Firstly, we define the first and the last transitions.
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2) Secondly, we construct the set of pairs of transitions
which have the < relation. Given a set X, consider sets of
transitions A and B, if for all ¢; included in A, ¢5 included in
B, the relation between t1 and t3 is t1 < t2, then put (A, B)
into Xp.

3) And then, we refine X1, by taking only the largest ele-
ments with respect to set inclusion. It assures that the tran-
sitions that have choice relation share the common place. Yz,
is the result set after refinement.

4) Between every pair of transitions, we build a place to
connect them, as well as the arc to connect the transitions
and places. But we should notice that the set of places built
here is only a temporal one, not the final one. Then, the
temporal arc set between transition and place is also con-
structed. For each A, B in YL, each t, in A and each ¢ in
B, makes t,; and t; connected by a place p;. Then make an
arc from t,; to p;, and an arc from p; to tp;. The temporal
sets of places and arcs are built for reduction of the Petri net
and computation of the weight of arc and of the capacity of
places after net reduction.

5) Add a start place before all the first transitions in the
set, and add end places behind every last transition. In our
net, there is only one start place while there are multiple end
places.

6) So far, a net has been constructed. However, there
is still something to do. One is that the net needs to be
reduced, for the places in our net need to be synchronizers
and the net must follow constrains of the logic and semantics
model. Here we refer to the reduction rules in [11]. It assures
that the mined net has exact amount of places. Each place
has a set of pre transitions and a set of post transitions. To
do the reduction, we do a forward scan and then a reverse
scan on the Petri net iteratively, until no more places can be
reduced.

4]

=

Fig.3. Reduction rules.

7) Later, the weight on the arc can be computed with the
information recorded in the fourth step and reduction rule;
meanwhile, we can get capacity of each synchronizer in the
same way.

8) Only with the logic, the process model is not com-
pleted. We need to add workflow semantics on the logic
layer. This means we should construct V., W, W,., R, Mr
and M.

9) Till now, the mining is over and the process model is
rediscovered.

3.3 Mining Algorithm

Let L be a workflow log, and o be a sequence of
transitions in L. The algorithm is as follows:

Mining Process (L):

W N =

T ={t € T|3oert € o},

. Thrst = {t € T|3oecrt = first(o)},

. Tlast = {t S T|E|o-eLt = last(cr)},

XL = {(A,B)|A CTLANB C1TL AVt, € AVty, € B,

te < A Vtaltaz S A, tal#taZ /\thl,tbz € B,
tv1#te2 },

.Yy ={(A,B) € X, |[V(A",B') € X,, ACA'AB

CB = (AaB) = (AI7BI)}a

Py = {p(ta,ts)ta € A, t, € BA(A,B) C Yi}

U{p(null, t;)| t; € Thrst } U {p(to, null)|to € Tiast }

. F' ={(t,p)|t € Tr, p € P At €ppre} U{((p,1)|t

€ Ty, p € PLAL € ppost} W = {(f,1)|f € F'}
K' ={(p,1)lp € P}

. (Pr,W, K) = Reduce_net(P,,W' K');

F={(t,p)|t € Tr, p € PL At € p.pre}
U{((p,t)|t € Tr, p € PL At € p.post}

. My = {(t, guard, body)|t € T}

V' = {v|3(t,guard, boday)emp v € guard V v € body}

W, ={(t,v)[t € Te,v € VATm,cmp v € my.body.l}
R={(t,v)|t € Tp,v €V ATm,emp v € my.body.r
Adm,emyp v € my.guard}

Mo = {(p, 1)|p € {p(null, t;)|t; € Thrst}U

{(,0)lp & {p(null, t;)|t; € Thrst}

10. Synchro-Net (L) = (P.,V,Tw,F,K,W, R, W,, Mr,

Mo).

Reduce_net (P;,W' K'):
Flag =1
While Flag! =0

Foreacht; €T,i=1,2,...,n
Priemp, = {plti{plt: € p.pre Ap € PL}
P} = {plp.pre = Up'.pre A p.post = Up'.post A p'
E Ptempi}
Pp, = Pp; Pp, = (Pp, , — Peemp,) UP;
Wiemp;, = { (fy,w)|f = (t,p') At € Up'.pre Ap'
!
€ Ptemp,} J {(f7w)|f = (p 7t) At
€ Up'.post Ap' € Piemp, }
Wi* = {(f:w)|f = (tap) /\p € Pz* ANw = Ew,
A" w') € Weemp, A f" € (t,0") A
€ Up'.pre Ap' € Premp, }
Wi =W" W =(W_1 —Wiemp,) UW/
Ki =K'; Ki = (K{_1 — {(p, k)|p € Piemp, })
U{(p,k)Ip € P*i' Nk =3k, (p,k) € Ki_y,p
c Ptempi}

Pl =P, ;W'=W,; K'=K,
Foreacht; € T,i=n,n—-1,...,1

Pemp, = {p|ti € p.post Ap € P[}

P} = { p|p.pre = Up'.pre A p.post = Up'.post A p’
€ Plemp,}

Pgn = £7 Pgi,l = (Pgl 7Pt’empi71)UPi*7’1

Wiemp, = { (f,w)|f = (t,p") At € Up'.pre Ap

! /
€ Plomp, } U{(fiw)lf = (P, t) At
€ Up'.post Ap' € Piopp. }

W = {(f,w)|f = (tp") Aw = 3w A(f’ w')
€ Wt'empl Af"e(t,p )Nt e Up .pre Ap
€ Pemp, }

Wy =W" W = (W] = Wiemp,—1) UWxi_y

Ky =K" K"y =K —{(p;k)lp € Piemp,—1}

U{(pak)|p € Pi*—Hl A k = Ek7(pak) € Kz{lv
pE Pt’empifl}
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Pr = Pgl; Pi = PL; W =
K=K/ K =K
If Piemp, = O A Py, = 0 then Flag =0;
Return (Pr, W, K);

wi; W= Ww;

4 Example and Evaluation

To illustrate the process mining algorithm above,
we consider the engine log shown in Table 1. The
log contains information about four process instances
(1001~1004) and nine tasks (¢t; ~ tg). It should be
noticed that the information of guard and body in tran-
sitions and variables’ values is omitted in the table for
clarity. In fact, it is also kept in the log database.

Table 1. Event Log
PIProcessID  TaskID PIProcessID  TaskID

1001 T1 1004 T3
1002 T1 1002 T8
1003 T1 1003 T4
1001 T2 1003 T5
1002 T3 1004 T4
1002 T2 1001 T6
1001 T3 1002 T9
1003 T3 1004 T5
1001 T4 1003 T7
1004 T1 1003 T9
1003 T2 1001 T9
1002 T4 1004 T7
1001 T5 1004 T9
1004 T2

Based on the information and making some assump-
tions about the completeness of the log, we can deduce
a process model. In this example, following the min-
ing algorithm, we can deduce a process model presented
by Synchro-net (P, V, T, F, K, W, R,W,., M1, M), which
actually describes a business process of Land and Re-
source Bureau.

1. T = {t1,t2,t3,ta, ts, te, tr, ts, to}

2. Tﬁrst = {tl}
3. Tiast = {to}
4. X = {{ta}, {t2}), {ta}, {ta}), {22}, {ta}), {t},

{tad),  ({tak,{ts}),  ({tak,{tsh)  ({ts}, {te}),
{ts}, {tr}), ({te}, {ta}), ({tr}, {to}), ({ts}, {ta})}

5.Vp = {({ta}, {t2}), ({ta}, {ts}), ({22}, {ta}), ({ts},
%t‘l:}};} <{t4}7{t57t8}>7 <{t5}7{t6at7}>7 <{t67t77t8}7
tg

O

51

VAN

13
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6. Pp = {(null, {t:}), ({t:},{t2}), ({ta}, {ta}), ({t=},
{t4}>7 <{t3}7{t4}>7 <{t4}a{t57t8}>a <{t5}7{t6at7}>7
({te, t7,ts},{to}), ({to}, null)} named pj ~ ps

7.F = {{po,t1), (t1,p1), (t1,p2), (P1,t2), (P2, ts),
<t27p2’>>7"'7<p{77t9>7 (tg,l’lull>}

8. P = {<nu117{t1}>a <{t1}1{t27t3}>1 <{t21t3}7{t4}>’
<{t4}7{t57t8}>7 <{t5}’{t67t7}>7 <{t6’t77t8}7{t9}>7

({to},null)} named po ~ pe

F = {(po,t1), (t1,p1), (p1,t2), (p1,t3), (t2,p2),
(t3,p2), (p2,ta), (t4,p3),...,(Ps,to), (o, pe)} named
fo~ fir

w = {<f0:1>a <f1:2>a <f3:1>a <f4:1>7 <f5:1>7 <.f6a2>7
<f771>7 <f871>7 <f971>7 <f1071>a <f1171>7 <f12a1>7

(f13,1), (f14,1), (f15,1), (f16,1), (f17,1)}
K = {<p0a1>7 <p172>7 <p2a2>7 <p3a1>7 <p4a1>7 <p511>v
(ps, 1)}

9. My = {(t1, null, null), (¢2, null, null), (t3, null, null),
(ta,true,xz := D), (ts,x,null), (t¢,y > 35, null),
(t7,y < 35, null), (ts, —@,null), (to, null, null)}

V =A{z,y}Wr = {(ts, z)}
R= {<t5,ﬂ:>7 <t67m>a <t67y>a <t77y>}
Mo = {(po, 1), (p1,0) (p2,0) - (ps, 0)}
10. Synchro-net = {P,V,Tr, F, K,W, R, W,., M, Mo}.

With our process mining method, problems such as
invisible tasks and one-length loops can be dealt with
at ease.

First, because there is no transition special for a
routing purpose as in WF-net, there will be no invisible
task in our original process model either. Therefore, the
problem with our process mining, that no invisible tasks
can be rediscovered, may not stand.

Second, there is no loop or return in the process
model as presented by Synchro-Net, for they are the
duty of workflow management, not of the workflow logic
and semantics. However, when the process is in execu-
tion, actual loops may occur, or a task in model may
extend to multiple copies to be executed by different
participants. Hence the log may contain a sequent of
transitions like o = tity---txty - - t,, which could be
called one-length loop. Obviously, with our model, the
one-length loop makes no impact on the ability of the
rediscovering. Both the original process model and the
mined one contain exactly one copy of t; which is dou-

Y>35

raY

)

Fig.4. Rediscovered process model.
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bled in execution. Consequently, the drawback of a-
algorithm that cannot be dealt within one-length loop
is solved in our work.

Our mining algorithm based on the model also has
some drawbacks. Since return is either the duty of work-
flow logic nor that of workflow semantics, as mentioned
above, the return of a task may occur in the execution
time. The log may contain a sequent of transitions like
o = titotstats - - t,, which could be called two-length
loop or jump. In this case, our algorithm cannot re-
discover the exactly same process model as the original
one.

5 Conclusion and Future Work

In this paper, a new process mining algorithm is
presented, which is based on a synchronization-based
model of workflow logic and semantics. Since tasks take
time, parallelism can be detected explicitly. According
to the relations of tasks in a complete log, a Petri net
can be constructed following the algorithm. Some of the
known problems such as invisible tasks and short-loops
are tackled by the algorithm together with the model.

As can be conceived, our future work will focus on
the following aspects. First of all, we will try to find
a way to solve the problems such as two-length loop or
jump in process mining. And then, we may plan to ap-
ply the mining algorithm in practice and try to reduce
the running time so as to improve the performance of
the mining procedure.
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