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Abstract—Software systems are increasingly relying on deep
learning components, due to their remarkable capability of iden-
tifying complex data patterns and powering intelligent behaviour.
A core enabler of this change in software development is the
availability of easy-to-use deep learning libraries. Libraries like
PyTorch and TensorFlow empower a large variety of intelligent
systems, offering a multitude of algorithms and configuration
options, applicable to numerous domains of systems. However,
bugs in those popular deep learning libraries also may have dire
consequences for the quality of systems they enable; thus, it is
important to understand how bugs are identified and fixed in
those libraries.

Inspired by a study of Jia et al., which investigates the bug
identification and fixing process at TensorFlow, we characterize
bugs in the PyTorch library, a very popular deep learning
framework. We investigate the causes and symptoms of bugs
identified during PyTorch’s development, and assess their locality
within the project, and extract patterns of bug fixes. Our results
highlight that PyTorch bugs are more like traditional software
projects bugs, than related to deep learning characteristics.
Finally, we also compare our results with the study on Ten-
sorFlow, highlighting similarities and differences across the bug
identification and fixing process.

Index Terms—Deep Learning, Bug Analysis, Software Library
Defect, PyTorch, Empirical Study

I. INTRODUCTION

The recent advances in deep learning research allied to the
wide availability of large datasets have pushed deep learn-
ing components into our everyday systems. Deep learning-
powered systems have successfully been deployed in multiple
domains, from medicine [1] to self-driving cars [2], to auto-
mate highly complex tasks due to their capabilities of learning
complex data patterns. A major catalyst for this widespread use
of deep learning components is the availability of mature and
easy to use deep learning libraries. Libraries like PyTorch [3]
and TensorFlow [4] abstract much of the complexity of defin-
ing, training, and testing deep learning components with a
high-level functional API, and are becoming widely popular.
In the Stack Overflow survey of 2022, deep learning libraries
like PyTorch were reportedly used by 11% of all participants
of the survey [5].

*These authors contributed equally to this work

While very popular DL libraries help empower (artificially)
intelligent behaviour in a myriad of systems, bugs in those li-
braries may have dire consequences. Defects in the underlying
DL library could eventually propagate as observable failures
in the systems that depend on it. In fact, many authors in prior
studies done on bugs in software systems using DL techniques,
[6]–[8] suggest that such bugs may be impacted by defects
found in the DL libraries used as studied by Tambon et al.
[9]. Therefore, understanding and identifying defects in DL
libraries are essential for ensuring the quality of the systems
that rely on them.

Two studies from Jia et al. [10], [11] pioneered an inves-
tigation on bugs inside the TensorFlow library. The authors
provided a comprehensive understanding of potential links
between symptoms and root causes of bugs inside TensorFlow,
in addition to analyzing which repair patterns were used when
fixing bugs. To further build and strengthen our empirical
knowledge in the area, we define symptoms as the faulty
behaviour of a software that indicates a possibility of a bug
in the program, such as program crashes or a functionality
not providing expected results, with root causes being the
reason behind why such a bug has appeared, such as the wrong
implementation of an algorithm or a mis-configuration of the
software. In addition, we define repair patterns as reoccurring
patterns used to fix a bug, such as adding a value checker or
throwing an exception when applicable.

In this paper, we replicate the study conducted by Jia et
al. [10] on the PyTorch library [3], another popular Python
library for developing deep learning systems. PyTorch is used
in many critical applications, with Tesla’s Autopilot [12] and
Uber’s Pyro [13] being notable examples. We argue that this
replication study on PyTorch which complements the work
done by Jia et al. on TensorFlow, will benefit the machine
learning community by having a comprehensive overview of
the bug characteristics and its corresponding repair patterns
inside the two most popular DL libraries. In addition, by
having three similar research questions as Jia et al. [10], we
can have a direct comparison to see the similarities and differ-
ences of bugs in terms of the symptoms, causes, components
affected, and repair patterns. We find that while some results

1

ar
X

iv
:2

30
7.

13
77

7v
2 

 [
cs

.S
E

] 
 1

 A
ug

 2
02

3



in PyTorch are similar to those found in TensorFlow [10],
there are also dissimilarities. For example, we find that
crash and functional error are most frequent symptoms of
bugs, which matches their findings. However, we observe
processing as a low occurring root cause, which is the top
root cause in the TensorFlow study.

Our contributions in this paper are as follows:
• We study 194 bugs in the popular DL library PyTorch to

understand the bug characteristics and how the bugs are
fixed.

• We compare our results with a similar study done on
TensorFlow to outline the similarities and differences
between these two frameworks.

• To promote further research in the area, we also share
our replication package, containing all bugs analyzed, our
coding scheme, and more detailed results *.

The rest of this paper is structured as follows. In the next
Section, we discuss the related works. In Section III we outline
our study’s design, explain our research questions and our data
collection and curation method. In Sections IV, V, and VI we
describe our findings for each of our research questions. In
Section VII, we discussed the implications of our study. In
Section VIII, we outline the threats to our results’ validity,
and finally in Section IX we conclude our paper and propose
areas for future work.

II. RELATED WORKS

In this section, we outline the current work that has been
done on defect analysis in machine learning and deep learning
systems.

A. Understanding Defects in Traditional Systems

Pradel et al. [14] designed a DL approach for bug detection
by analyzing variable names. Lu et al. [15] created a dataset
of bugs for benchmarking bug detection tools. Wang et al.
[16] proposed an approach for bug detection by using n-
gram language models instead of rule based approaches. Pan
et al. [17] introduced program slicing metrics for measuring
coupling, cohesion, and complexity of codes written in C
language.

Zhu et al. [18] proposed combining techniques from text
mining and data mining for bug prediction. D’ambros et al.
[19] have designed another bug benchmarking dataset for
evaluating bug prediction tools. Hammouri et al. [20] used
three supervised learning approaches (Naive Bayes, Decision
Trees, and Neural Networks) for bug prediction. Arcuri et al.
[21] proposed an approach based on co-evolution where the
program and test cases evolve alongside each other for bug
fixing. Ye et al. [22] did a comprehensive study on automatic
repair tools on the QuixBugs benchmark.

B. Understanding Defects in Machine Learning Systems

Thung et al. [23] analyzed the bug database of three ML-
based systems and labeled the bugs into different categories.

*https://github.com/datasetsharing/pytorchbugdataset

They also analyzed the relationships between different dimen-
sions of bugs, such as the category, severity, cost of fixing,
impact, etc. Kim et al. [24] developed a benchmark of bugs in
ML systems with a focus to help with automatic debugging. In
addition, some empirical studies have also been done on bugs
in applications of a branch of ML known as deep learning.

Y. Zhang et al. [6] conducted an empirical study of bugs
in applications that call the APIs of TensorFlow [4] and their
corresponding fixes to find the root causes of the bugs. Islam et
al. [7] analyzed applications using DL libraries, such as Caffe
[25], Keras [26], Theano [27], and Torch [28]. Humbatova et
al. [8] also conducted a similar study on applications using
TensorFlow [4], Keras [26] and PyTorch [3]. X. Zhang et al.
[29] studied the bugs related to incorrect decisions provided
by DL systems and characterized such bugs. Finally, J. Chen
et al. [30] conducted a study of bugs on four DL frameworks
(TensorFlow, PyTorch, MXNET, and DL4) by analysing 1000
bugs. They analyze the root causes and symptoms of these
bugs alongside the components in which they appeared in.

By analyzing the related works mentioned above, we ob-
serve that there have been many studies done on analyzing
defects in traditional software systems, ML/DL systems, and
software which incorporate ML/DL components. However,
there has been very little study on the DL frameworks them-
selves. To the best of our knowledge, there are only two works
done in this area. An empirical study done by Jia et al. [10] on
bugs inside TensorFlow and a study done by Chen et al. [30]
on bugs on 4 different DL frameworks. Alongside TensorFlow,
PyTorch is also a popular DL framework that is used in re-
search and industry alike. Our aim of doing a replication study
on PyTorch based on the study that investigated TensorFlow
by Jia et al. [10], is to draw direct comparisons between the
two most popular DL libraries and to observe the defects that
are most prevalent in developing DL systems.

The study done by Chen et al. [30] has similarities to
our work as they study TensorFlow and PyTorch alongside
MXNET and DL4J. However, there exist differences in the
depth and scope of analysis of both works. As mentioned,
our work is a replication of the study done by Jia et al.
[10] to directly compare the different root causes, symptoms,
and bug locations between TensorFlow and PyTorch. We also
investigate the different repair patterns that are used to address
these bugs by PyTorch’s development team, which is not
present in the work of Chen et al. [30]. We believe our work
complements well the literature cited above and contributes to
building an even stronger empirical foundation about bugs on
DL framework. By replicating the study of Jia et al. [10], our
study provides a direct and detailed comparison of bugs and
their fixing process on the two most popular DL frameworks,
PyTorch and TensorFlow.

III. STUDY DESIGN

Our goal in this study is to better understand the charac-
teristic of bugs in DL libraries and their respective bug-fixing
practices. Therefore, we aim to answer the following research
questions:
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• RQ1: What are the symptoms and root causes of bugs in
PyTorch?

• RQ2: Which PyTorch components are prone to bugs?
• RQ3: What are the repair patterns inside PyTorch?

We compare our findings with the TensorFlow paper by Jia
et al. [10]. Since both PyTorch and TensorFlow are DL
libraries and written in the same languages, there are similar
components and structures. To be able to do a fair comparison,
we categorize the bugs into similar root causes and symptoms,
as well as bugs locations and repair patterns as done by the
TensorFlow paper. We then compare their distributions to have
a better understanding of their similarities and differences. In
addition, when we find some dissimilarities we mention them
in the results section.

A. Data Collection and Curation

We aim to analyze bug reports, which can be found as
issues inside PyTorch’s GitHub repository. To gather these
bug reports, we first automatically mine candidate issues for
analysis using GitHub’s API. Then we sorted the issues by
reaction count. After that, we manually filtered out irrelevant
issues. Finally, we labelled the issues for further analysis to
answer our research questions. Our methodology for collecting
the dataset is a bit different from that of Jia et al. [10], where
instead of searching for bugs that might correspond to pull
requests merged into the master branch, we look directly at
reported issues that have been fixed via a corresponding pull
request merged into the master branch.

Figure 1 shows an overview of our data collection process.
We further define and discuss the steps in the subsections
below:

1) Auto filter issues
As of 20 October 2022, PyTorch had 19,373 closed issues*,

many of which include bug reports. Since it is not feasible
to manually review all the issues in PyTorch’s GitHub issue
tracker, we use GitHub API to keep a list of probable bug
reports relevant to our study. We used the following criteria
for filtering, which yielded a total of 2205 issues:

• Closed issues. We are only interested in closed issues
because we want to only investigate resolved bugs. We
cannot find the root cause and repair patterns for non-
closed issues.

• Labeled as “triaged”. We studied the PyTorch issue
labels to understand how they use them. To choose the
appropriate label to extract relevant issues for our study,
we first sorted the list of labels used in the project by most
issues. This yielded “triaged“ * as the most used label,
with its description being: ”This issue has been looked
at a team member, and triaged and prioritized into an
appropriate module”. This label was then chosen because
this label indicates that the bug report has been reviewed
by a project member and has been manually allocated to
an appropriate module for further investigation. This also

*https://github.com/pytorch/pytorch/issues?q=is:issue+is:closed
*https://github.com/pytorch/pytorch/labels?q=triaged

indicates that the issue is relevant to the project and may
present an actual bug in the PyTorch repository, which
would be notable for our study.

• Having a linked pull request. If the closed issue has pull
requests linked to it, we assume that the pull request was
done to fix the bug. The pull requests for a bug are found
by looking at the issue itself and seeing that it has been
manually linked to existing pull requests that fixes the
bug reported in the issue.

2) Manually filter the issues
After the initial filtering, the first 3 authors sorted the

remaining issues for priority review during a manual analysis
session, by descending order of the number of reactions.
Reactions are a feature in GitHub for developers to respond
to a comment or issue using different emojis (i.e., +1, -1,
laugh, confused, heart, hooray, rocket, eyes). The number of
reactions gives some idea on how important the issue was
to developers and community members, which can indicate
important bug reports and issue discussions in the project for
the community. We started by manually filtering the issues
from the top of the sorted list of issues. We discard an issue if
it is a duplicate of another issue we already considered. Other
than bug reports, PyTorch developers use the issue tracker to
log feature requests, documentation requirements, and many
other types of issues. The issue description usually mentions
whether or not the issue is a bug report. We discard issues
that are not bug reports or were reported by a community
member but other developers were not able to replicate it.
We read through the discussions of each issue and decided
whether it was closed because it was fixed or for some other
reason. We only kept bug reports which were resolved and
fixed by a member of PyTorch’s development team. As we aim
to replicate the study done by [10], and to have comparable
results to their 202 analyzed bugs, we kept the top 200 issues
that were left after automatically and manually filtering the
issues for analysis.

3) Label the issues
After confirming the dataset, we analyzed the 200 selected

issues to identify their symptoms, potential root causes (RQ1),
and components affected (RQ2). We looked at their corre-
sponding pull requests to identify the repair pattern or actions
taken to resolve the bug (RQ3). During this process and upon
further analysis, we found 6 issues out of the original 200 to
not be bug reports, therefore, we discarded them. Therefore
our analysis is on the 194 remaining bug reports.

We look at the following information of the bug reports to
label them:

• Issue labels. While looking through PyTorch’s issue
tracker on GitHub, we found that the symptoms, causes,
and components affected are sometimes explicitly men-
tioned in the issue labels. Examples of such labels include
”module: crash”, ”module: build warnings”, ”module:
deadlock”, to name a few. These are useful when find-
ing answers to RQ1 and RQ2, as they already provide
potential context to the characteristic of the bug itself.
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Fig. 1. Overview of the data collection process of our study.

• Issue description. The first comment in the GitHub
issues is considered the issue description. The symptoms,
causes, and components affected are sometimes indicated
in the description.

• Other comments. The developers and the users often
discuss the issues in the comment thread. These discus-
sions help reveal some useful information on the bug
characteristics.

• Linked issues. Some issues are often related and system-
atically linked within the issue tracker. We checked the
linked issues to find the root causes if they cannot be
found within the issue.

• Linked pull requests. Issues are often linked to pull
requests and pull requests have their own discussions.
These discussions can help identify the components in
which the bug was located and what repair patterns were
used to resolve the bug.

• Linked commits. Issues often have links to the commits
that were done to fix the problem, which are found in
pull requests. These code changes in such commits help
to reveal the bug location and repair patterns.

B. Qualitative Analysis Methodology

We outline our methodology in this section. From the col-
lected dataset of 194 bugs, we then investigated their causes,
symptoms, components affected, and repair patterns. Finally,
we compare our findings with existing studies, especially that
of Jia et al. [10] on TensorFlow.

We decided to use the same coding scheme as Jia et al. [10]
to classify the bugs’ symptoms, root cause, and repair patterns.
We follow closely the interpretation given for each coding
category presented by the replicated study, and apply them
to the best of our capabilities to the PyTorch project. The
goal is to have comparable results between the results of
both libraries, which would give us a more robust empirical
evidence of the bugs in deep learning libraries.

The first three authors and the last author worked on
analyzing the bugs in the PyTorch project, and are hereby
referred to as annotators. Two annotators of this study have a
background in machine learning (ML) while the other two are

experienced in software engineering (SE) with each annotator
having at least 5 years of experience in their respective field.
The annotators all had comparable seniority in their respective
fields to avoid biasing the annotations towards the opinion of
the most senior analyst. Each bug is analyzed by at least two
annotators from different backgrounds (one from ML and from
SE), to identify the root causes, symptoms, and repair pattern.
Given we reuse the coding scheme from Jia et al. [10], and our
annotators are purposefully paired based on the complement
of expertises, we opted for the method of collaborative coding
analysis [31]. In collaborative coding analysis, annotators work
together to classify, discuss divergences and reach a consensus
in the coding. In some classifications, however, a consensus
could not be reached by the two annotators. In such cases, all
authors discussed reaching a unified consensus.

IV. SYMPTOMS AND ROOT CAUSES OF BUGS

A. Motivation

When developing a DL library, it is crucial to understand
the symptoms and causes of bugs. PyTorch is one of the
popular DL libraries used by many real-world applications
around the globe. Therefore, if symptoms and causes of bugs
are not identified in PyTorch, it could potentially lead to crucial
failures in the corresponding applications, causing large-scale
damage. There are insufficient empirical studies on the bug
characteristics of DL libraries, particularly in the case of
PyTorch. Our research is the first to answer this question for
this DL library in particular. This study adds to the work on
TensorFlow by Jia et al. [10] to provide a bigger picture of
the overall bug characteristics of major DL libraries.

B. Methodology

At first, we attempt to extract the symptom and root cause
from the title and description from the bug report. Often the
symptom and root cause are not understood from just the
description, leading us to look in the discussion among the
bug reporter, developers and other contributors. We also look
at the description and discussion in the corresponding pull
requests of these bug reports, to determine the root cause and
symptoms. For example, the pull request of #46983 in Listing
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TABLE I
ROOT CAUSES OF BUGS IDENTIFIED IN PYTORCH.

Root Cause Description Freq.

Logic Error Wrong programming logic 25.77%
Inconsistency Inconsistent changes in the API 25.26%
Algorithm Wrong implementation of algorithms 12.37%
Corner case Wrong handling of corner cases 9.79%
Configuration error Wrong configurations 8.76%
Type confusion Type mismatches 8.25%
Memory Incorrect usage of memory 3.09%
Referenced type error Incorrect import of libraries 2.58%
Processing Incorrect variable initialization or as-

signment
2.06%

Concurrency Synchronization problems 1.55%
Dimension mismatch Dimension mismatch between ten-

sors
0.52%

1 is titled “Make sure valid ParameterList/Dict don’t warn on
creation”. Based on the title, we determined that the symptom
of the bug is that a warning was raised.

We followed this conversation until we reached the part of
the discussion which contained the commit that closed the
issue or contained a fix for it. The developers noticed that
the only code modification for this bug fix was developing a
function for cleanup. By looking at the fix, we can determine
what the root cause was and what was the approach (repair
pattern) taken to resolve it. We manually analyzed 194 bugs
in PyTorch to find the symptoms and root causes. It should be
noted that following Jia et al.’s work with TensorFlow bugs
[10], each bug has one root cause and one primary symptom.

− if not isinstance(value, torch.nn.Parameter):
+ if getattr(self, ” initialized”, False) and not isinstance(value, torch.nn.

↪→ Parameter):

Listing 1. Solution for the bug 46983.

C. Results: Root Causes of PyTorch Bugs

Following the replicated study on TensorFlow [10], we clas-
sified the analyzed bugs’ root causes into 1 of 11 categories.
Our results show that more than 25% of the bugs analyzed
were caused by inconsistencies in the APIs which demonstrate
that PyTorch requires more time and development effort in
order to be a truly reliable framework. In the following, we
discuss the 11 categories for root causes of bugs in PyTorch
from the 194 bugs analyzed.

1) Logic error (25.77%). The bugs in this category were
caused by wrong programming logic. For example, in
issue #50663 [32], maintainers report a bug in the im-
plementation of a deep copy operation. A deep copy
operation is expected to create an exact replica of the
copied object, however, a wrong logic in the implemen-
tation caused it to not copy part of the object (gradient
buffer), causing users to experience undefined behavior
errors.

2) Inconsistency (25.26%). The bugs in this category were
caused by changing the APIs or updating the framework’s
version which resulted in inconsistencies or incompati-

bilities between framework interfaces, modules, or func-
tions. For example, pull request (PR) #53424 [33] reports
a bug in calling a tensor object. This bug was caused
because of name shadowing after adding a new module
in an update which raised an error during creating new
tensor objects.

3) Algorithm (12.37%). The bugs in this category were
caused by wrong implementation of algorithms, such as
incorrect algorithmic logic or incorrect implementation
of algorithmic concepts. For example, in PR #56488
[34] NumPy was reported to generate the same random
number for each data batch as opposed to the expected
behaviour. NumPy is actively used in PyTorch’s imple-
mentation and an incorrect usage of its API had caused
this bug.

4) Corner case (9.79%). The bugs in this category, were
caused by wrong handling of corner cases. Corner cases
are considered particular use-cases or program execution
flow that are not generally used or triggered by library
users, but must, nevertheless, be handled by the library.
For example, in issue #16532 [35], it was reported that
gradients are missing when autograd is called inside
a function on Multi-GPUs. We classify such issues as
corner cases since most developers will not use PyTorch
functions in such a way.

5) Configuration error (8.76%). The bugs in this category
were caused by wrong configurations. For example, issue
#22389 [36] reports a bug which caused the developers
to be unable to use TensorBoard. This bug happened
because a dependency which was required for Tensor-
Board’s functionality was not installed during PyTorch
installation.

6) Type confusion (8.25%). The bugs in this category were
caused by type mismatches. Such issues present errors
that stop the program from functioning. For example,
issue #42218 [37] reports that the program failed to
function because of such an error.

7) Memory (3.09%). The bugs in this category were caused
by incorrect usage of memory resources. These issues
can be caused because of using too much RAM or
memory leaks. For example, issue #35901 [38] reports
that program failed during run because of an out of
memory error.

The rest of the root cause categories were not prevalent
enough to be a cause of concern. Referenced type errors
(2.58%) such as issue #42435 [39] were caused by incorrect
include or import statements. Processing type (2.06%)
errors such as issue #49052 [40] were caused by program
variables being initialized or assigned incorrectly, using incor-
rect formats for variables, or other incorrect data processing
related usages. Concurrency (1.55%) and dimension mismatch
(0.52%) type errors were caused by synchronization problems
(such as issue #67626 [41]) and dimension mismatch during
tensor computation and transformation operations (such as PR
#71065 [42]), respectively.
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Fig. 2. The distribution of symptoms per root cause.

Figure 2 shows which symptoms a root cause can have
based on our findings, providing a detailed view of which
symptoms and root cause relationship. Most notable from our
results is that Hang is only present in bugs stemming from
Logic errors, albeit making up only a small proportion of
its symptoms. Logic error bugs, on the other hand, manifest
through all symptom types found in this study. Functional error
and Crash are the most frequent symptoms for Logic error
bugs, making up altogether over half of the total symptoms for
Logic error bugs. Another interesting finding is that Concur-
rency issues only display Performance degradation as a symp-
tom. In addition, the only symptom of Dimension mismatch
in our study were Warning-style errors and configuration error
bugs also most often display as Build failures.
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Fig. 3. Comparison of bug root causes between PyTorch and TensorFlow.

Comparison of bug root causes between TensorFlow and
PyTorch. Figure 3 shows the comparison between our results
and the results reported by Jia et al. [10]. We first note a
few similarities on the common bug root causes across both
libraries. Inconsistencies are the second most important bug
root cause in both libraries, where changes in the APIs caused
breaking changes or incompatible behaviour in the library. An-

other common theme is the prevalence of type confusion bugs
across both libraries, a common issue in dynamically typed
languages such as Python and configuration errors, due to the
highly configurable nature of both libraries [3], [4]. There is,
however, some stark contrast between frequencies of bug root
causes. Logic error (25%) was the primary cause of bugs in
PyTorch, while TensorFlow bugs were primarily caused by
Processing-related issues (22%). Another major difference is
that we find a much higher occurrence of bugs caused by
wrong implementation of algorithms (12% in PyTorch) than
the figures reported in TensorFlow (3%).

Root Causes: PyTorch bugs are caused majorly by
logic errors (25%), API inconsistency (25%), and
wrong algorithm implementation (12%). Both PyTorch
and TensorFlow share problems related to library API
inconsistency and type-related issues, but TensorFlow
exhibited a higher frequency of bugs caused by wrong
variable initialization.

D. Results: Symptoms of PyTorch Bugs

We have categorized the symptoms of bugs into 6 categories
by following Jia et al. methodology [10]. Table II shows that
more than a third of bugs result in crashes during program
execution. This is problematic since crashes cannot be detected
during compile time and require the program to be executed,
which can take a large amount of time. In the following, we
discuss the symptoms in detail.

1) Crash (35.05%). The symptoms in this category involved
program crashes. This means the program exits irregu-
larly mid-execution by throwing an error. For example,
issue #973 [43] reports a bug where the DataLoader
causes a RuntimeError which causes the program to
crash.

2) Functional error (31.96%). This symptom involves
cases where the program fails to function properly as
it was designed. For example, issue #62967 [44] reports
an issue caused by a bug which resulted in BatchNorm

6



TABLE II
SYMPTOMS OF BUGS IDENTIFIED IN PYTORCH.

Symptom Description Freq.

Crash Irregular program exit 35.05%
Functional Error Program doesn’t function prop-

erly
31.96%

Performance degradation Poor performance or too much
resource usage

12.89%

Build Failure Program fails to compile 11.34%
Warning-style error Display of warning message 8.25%
Hang Program gets stuck mid-run 0.53%

and SyncBatchNorm operations behaving incorrectly
and causing the program to generate incorrect results.

3) Performance degradation (12.89%). This symptom in-
volves cases where the program has poor performance
or excessively uses compute resources e.g., takes an
unreasonable amount of time to produce results. For
example, issue #25010 [45] reports such an instance
where the CPU was under unreasonable load.

4) Build failure (11.34%). This symptom involves cases
where the program fails to compile. There is a difference
between crash and build failure symptoms. If a bug results
in the program exiting mid-execution, it is considered
a crash. However, if the program fails to compile, it is
considered a build failure. For example, in issue #24175
[46], it was reported that the program failed to compile
because of a failed import caused by dependency issues.

5) Warning-style errors (8.25%). This symptom involves
cases where the running program’s execution was not
interrupted. However, as reported in issue #47038 [47],
the framework displayed error messages about feature
deprecation or bad coding styles.

The remaining symptom was not prevalent enough to be a
cause for concern. The Hang symptom (0.52%) such as issue
#48666 [48] were cases in which the program got stuck in
the middle of a run without terminating or any response.

Comparison of bug symptoms between TensorFlow and
PyTorch. We compare the frequency of bug symptoms in
Figure 4 across both PyTorch and TensorFlow. Both libraries
have, as the most frequent symptoms, bugs that cause func-
tional errors and program crashes. Build failure is significantly
more common in the TensorFlow library (23%), while Py-
Torch reports more frequent performance degradation ( 13%).
Warning-style errors are comparably similar, and bugs that
cause the library to become not responsive are rare.

Symptoms: Both PyTorch and TensorFlow frequently
report as functional errors and program crash as the
most frequent bug symptoms. While PyTorch reports
more frequent performance Degradation, build failures
are reported more often in TensorFlow bugs.

11.34%11.34%

35.05%35.05%

31.96%31.96%

0.52%0.52%

12.89%12.89%

8.25%8.25%

23.76%23.76%

26.73%26.73%

35.64%35.64%

1.49%1.49%

1.49%1.49%

10.89%10.89%

Build failure

Crash

Functional error

Hang

Performance
degradation

Warning-style
error

0.00% 10.00% 20.00% 30.00% 40.00%

PyTorch TensorFlow

Fig. 4. Comparison of symptoms between PyTorch and TensorFlow.

V. BUG LOCATIONS

A. Motivation

DL libraries have many components and sub-systems such
as different modules for data collection, data management,
data validation, distributing training of models, etc. Analyzing
where bugs have presented themselves the most, will assist the
developers of PyTorch in improving the library’s quality and
pinpointing critical areas in need of extra attention. In addition,
PyTorch users can better understand which components in
the library may be more vulnerable to buggy behavior when
using the API. Researchers may also be able to make design
decisions for potential detector tools for DL libraries and
software by knowing the target locations of the common bugs.

B. Methodology

To find bug locations, we first looked into issue descrip-
tions and if the location was not specified, we looked into
the commits associated with the issue to find its location.
These locations may correspond to various functionalities and
components in PyTorch. These functionalities and components
were identified by looking at the official documentation,
tutorials, and discussions in PyTorch’s repository. However, we
have disregarded superficial bugs, such as those related to poor
code documentation. PyTorch does not formally declare its
components in detail as an open-source project, but like other
projects, it organizes its source files into distinct directories
according to their functionalities.

C. Results

The following are the components that we have identified in
PyTorch and the distribution of components affected by bugs
is depicted in Table III.

• Core (40.59%). A component belongs to the core cate-
gory if it is responsible for defining and handling oper-
ations upon which other modules and functionalities are
built. For example, the ATen library is “The foundational
tensor and mathematical operation library on which all
else is built.” [3] belongs to this category. It must be
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TABLE III
LOCATION OF BUGS IN PYTORCH.

Component Description Freq.

Core Defining operations for other modules 40.59%
Test Testing framework’s functionalities 12.87%
Tools Expanding framework functionalities,

not developed by PyTorch team
11.88%

Config Configurations for framework’s execu-
tion

7.43%

Computation Graph Computing tensor graph operations 6.93%
CUDA Interface with NVIDIA’s CUDA 6.93%
Documentation Functionalities for describing other

components
4.95%

Framework Functionalities that don’t belong to
other categories

4.95%

API Expand functionalities but not inte-
grated into framework

1.98%

NN Modules Operations explicitly for NN function-
ality

1.49%

noted that the core component of PyTorch contains a lot
of functionalities and therefore has a higher density than
the other components.

• Test (12.87%). PyTorch categorizes all scripts and func-
tionalities that run a test or check other components in the
test directory. Following their example, we categorize
any bug that exists in any of the components in the test
directory as bugs belonging to the test component. For
example, PR #34563 [49] modifies a function belonging
to a script in this directory.

• Tools (11.88%). A component belongs to the tools
category if it is used to expand the functionality of the
framework but is not developed by PyTorch’s develop-
ment team. For example, Caffe [25] which is integrated
with PyTorch similar to how Keras is now integrated with
TensorFlow2, belongs to this category.

• Config (7.43%). A component belongs to the config
category if it is responsible for outlining configurations
that define how the framework should execute. For exam-
ple, scripts that determine dependency versions for each
version of PyTorch, belong to this category.

• Computation Graph (6.93%). A component belongs to
the computation graph category if it is responsible for
computing tensor graphs and backpropagation operations.
For example, “AutoGrad” and “optim” modules which
are responsible for a part of the backpropagation process,
belong to this category.

• CUDA (6.93%). The CUDA toolkit is provided by
NVIDIA to allow for developing GPU-accelerated ap-
plications [50]. PyTorch uses the CUDA toolkit to allow
developers to use GPUs instead of CPUs to accelerate
the models’ training process. A component belongs to
the CUDA category if it is designed to work with the
CUDA toolkit.

• Documentation (4.95%). A component belongs to the
documentation category if it is related to describing a
component’s functionality independent of the original
component. Even though we do not consider bugs related

to code documentation, a component might provide
functionalities for understanding or describing how other
components work. For example, PR #43434 [51] fixes a
bug in the definition of a datatype (torch.nonzero).
Before fixing this documentation, the developers were not
aware of this datatype’s correct usage which resulted in
the generation of redundant warnings.

• Framework (4.95%). A component belongs to the
framework category if it is responsible for handling
operations that are a part of the framework’s functionality
but do not belong to the core, tools, computation graph
or Neural Network modules components. For example,
the “TensorBoard” modules belong to this category.

Two other components exhibited fewer occurrences of
bugs. Bugs related to the API components occurred only
1.98% of the time, and 1.49% of the bugs were identified in
the Neural Network component.

Comparison of Bug Components Between TensorFlow and
PyTorch. When programmers resolve issues, they frequently
change different parts of the library, which are directly re-
flected in the core areas. Compared to TensorFlow, PyTorch
follows a different development structure and this difference
is evident in the distribution of bug locations. Comparing with
the results of Jia et al. [11], we can see that in TensorFlow
most bugs belong to the contribution component which
contains newly developed but not fully integrated features for
TensorFlow; while in PyTorch the majority of bugs belong
to the core category that contains PyTorch’s underlying
functionalities. While TensorFlow’s second-most bug-prone
component is the API component, the same for PyTorch is
the test component.

Bug Locations: Bugs in PyTorch are reported across
10 major components. Most bugs in PyTorch are
reported in the core component of the library, where
most functionalities are built upon. PyTorch’s devel-
opers also frequently report bugs related to the test
component, and in tool components developed by the
community.

VI. REPAIR PATTERNS

A. Motivation

Analyzing repair patterns for bugs inside PyTorch allows us
to see if repair patterns and templates in PyTorch are compara-
ble to those found by Jia et al. [10] for TensorFlow. Recurring
repair patterns can be used to understand fix strategies, and
help devise tools that harness such patterns to fix bugs in
PyTorch in a semi-automated manner.

B. Methodology

We identified the repair patterns by first inspecting the
symptoms and root causes, and the files modified in the fixes
of each bug. We then looked at files changes, line changes,
and individual commits done to fix the bug. Afterwards, we
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analyzed the characteristics of the changes and potentially
assign templates to bug fixes with similar repair patterns.
These repair patterns were identified using the coding scheme
based on the repair patterns identified by Jia et al. [10] for
TensorFlow. These repair pattern categories were based on the
prior studies of Kim et al. [52], Le et al. [53], and Liu and
Zhong [54] on repair patterns.

We see that some issue fixes are repetitive, i.e., they
appeared at least twice, thus we take the following steps to
investigate them:

1) Examining the symptoms and underlying reasons.
To define the general state of a bug, we examined the
symptom, root cause, and location information gathered
in previous sections.

2) Tracking down related code changes. The number
of connected files, altered lines, and commit frequency
are all used to estimate the fix scale of a bug. If a
commit contains changes that aren’t related to fixing bugs
(for example, test case changes), we ignored them. If a
pull request addresses multiple bugs, we treated them as
separate issues and examined them separately, however
this is unusual in our experience. In general, individual
templates are easier to find in small-scale fixes.

3) Examining the adjustments’ features. To describe the
repair process in detail, we focus on several characteris-
tics of a bug fix, including the scope of buggy code (in
a method, a function Object() [native code] , or global),
modified code elements (variables, methods, or classes),
and modification intention (e.g., changing a value, and
modifying if-statement conditions).

4) Fixing templates are extracted. We believe that bug
solutions with the same characteristics as those listed
above could share the same repair template. We used
these traits to construct repair patterns, and we used
instances that appear several times as templates.

C. Results

It is important to note that we have omitted bugs in our
dataset where the bug fix does not belong to an identifiable
repair pattern (i.e., Isolated) and cases where the bug fixes are
solely changes in how PyTorch is configured (i.e., Configura-
tion). Out of the 194 bugs reviewed, 85 bugs were considered
Isolated and 25 were considered Configuration. This accounts
for about 57% of all bugs analyzed. Because a large portion
of the bugs had complex changes, it shows that many bugs in
PyTorch involve multiple fixes that cannot be narrowed down
to a specific template or pattern. A descriptive statistic of the
identified repair patterns of the remaining 84 bugs is shown in
Table IV and we discuss the most recurring patterns in detail
below:

1) Value checker (21.43%). This repair pattern involves
checking a value of a variable. For example, issue #61656
reports a crash when calculating the median of an empty
tensor. Pull request #61698 fixes this issue by returning
a NaN by checking if the value of the size variable

TABLE IV
REPAIR PATTERNS OF BUGS IDENTIFIED IN PYTORCH.

Repair Pattern Description Freq.

Value checker Adds a checking of a variable 21.43%
Parameter modifier Changes in parameter of a func-

tion call
17.86%

Condition replacer Changes the condition in a con-
ditional statement

10.71%

Initializer modifier Changes how a variable in initial-
ized

9.52%

Method replacer Replaces a method with another 8.33%
Exception adder Adds an exception handling 8.33%
Type replacer Replaces a type with another 8.33%
Referenced type modifier Changes an import statement 5.95%
Variable replacer Replaces usage of a variable with

another one
4.76%

Format checker Checks a data format 2.38%
Exception modifier Changes an existing exception

handling
2.38%

(representing the number of elements in the tensor) is
less than or equal to zero.

2) Parameter modifier (17.86%). This repair pattern
involves modifying, replacing, adding or removing a
parameter input. For example, PR #38741 (see Listing 2)
has the equation parameter passed to the function
call to fix an incorrect operation.

− return handle torch function(einsum, operands, *operands)
+ return handle torch function(einsum, operands, equation, *

↪→ operands)

Listing 2. Solution for the bug 38741.

3) Condition replacer (10.71%). This repair pattern
involves replacing a predicate of a branch. For
example, PR #20759 adds an additional condition of
self.scalar_type == src.scalar_type()
when checking whether a tensor can properly do a copy
and transpose, since type conversion from float64 to
float32 sometimes caused a crash. This was reported
in issue #20755 due to a bug introduced during code
refactoring that was merged in PR #20685.

4) Initializer modifier (9.52%). This repair pattern involves
modifying the initial value of a variable. For example, PR
#25111 initializes pin_memory thread to only use 1
thread to fix issue #25010 that describes high CPU utiliza-
tion with pin_memory = True and num_workers
> 0 when using DataLoader.

5) Method replacer (8.33%). This repair pattern involves
replacing a method with another method with compatible
parameters and return types. For example, PR #22304
addresses #21935 by using integer floor division for
pooling shape computation that was introduced for convo-
lution shapes in PR #9640. This is done using the newly
defined method pooling_output_shape_pad_lr
that is called as part of pooling_output_shape that
now acts as a wrapper that passes its parameter values to
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Fig. 5. Comparison of repair patterns between PyTorch and TensorFlow.

the aforementioned method, without changing the initial
API.

6) Exception adder (8.33%). This repair pattern adds han-
dling or raising exceptions. For example, issue #59312
reports that the torch.utils.data.DataLoader
does not stop calling the next method despite the
IterableDataset object having already raised a
StopIteration exception. To resolve this, PR #59313
raises the StopIteration exception again before the
execution continues.

7) Type replacer (8.33%). This repair pattern involves
replacing the variable type. For example, the PR #52828
addresses issue #52822 that involves an illegal memory
access when doing CUDA max pooling for large inputs
by changing the type of the slice variable from int
to int64_t so that multiplication can be done in
int64_t.

8) Referenced type modifier (5.95%). This repair pattern
involves modifying, removing, replacing or adding a
reference type. For example, the PR #53424 addresses
issue #24807 by replacing the import from tensor to
_tensor because the module torch.tensor is now
torch._tensor.

Comparison of bug repair patterns between TensorFlow
and PyTorch. Figure 5 shows the comparison of recurring
repair patterns across PyTorch and the patterns reported by
Jia et al. [10]. The most recurring repair patterns are common
across both libraries: Value checker and Parameter modifier
make the top of the more frequent fix strategies. Some signif-
icant differences, however, emerge. Condition replacer (10%
in PyTorch) appears significantly more frequent in PyTorch
than in TensorFlow (2.5%), while Method replacer appears as
a frequent fix pattern for TensorFlow (16%). An important
overall difference, however, is that we only report finding

recurrent patterns in a minority of bug fixes (84 out of 194),
while Jia et al. [10] did not report the number of bugs in which
fix patterns were not easily identified.

Repair Patterns: We find recurring patterns in 84
out of 194 bugs in PyTorch. Our results show that
Value checker (21.43%), Parameter modifier (17.86%),
Condition replacer (10.71%), and Initializer modifier
(9.52%) were commonly used repair patterns for bug
fixing in PyTorch.

VII. IMPLICATIONS

Bugs in DL libraries have more in common with traditional
software than with machine learning problems. While some
bugs we analyze were caused by dimension mismatch, or
wrong algorithm implementation, the vast majority of bugs
were caused by Logic Errors and Inconsistent API changes
(RQ1), problems that have long plagued library projects. This
suggests that, despite the unique nature of DL libraries, their
maintenance faces some of the same challenges researchers
have investigated in traditional software libraries. Approaches
that target at identifying, e.g., breaking changes [55] or better
library update policies [56], could greatly improve the relia-
bility and maintainability of deep learning libraries and their
applications.
Type confusion is a common issue in both PyTorch and
TensorFlow libraries. This challenge can be largely attributed
to Python’s dynamic typing. While dynamic typing allows for
more concise expressions in code, it also means that type-
related bugs are often only discovered during runtime. The
majority of bug symptoms we observed in these libraries were
program crashes and functional errors, which can be disruptive
and time-consuming to resolve. This highlights the need for
more robust type checking mechanisms and better developer
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education on how to avoid type-related pitfalls in deep learning
libraries [57].
Project organization influences bug location. The distinct
project organization structures of PyTorch and TensorFlow
play a significant role in the differences observed in bug
locality across the two libraries. In the case of PyTorch, the
majority of bugs were reported in the core component, which,
as the name implies, is the most critical part of the framework.
TensorFlow, on the other hand, allocates a separate compo-
nent specifically for new features and external contributions.
Consequently, this component attracts the majority of reported
bugs.
Recurring fix patterns can be useful to devise automated
strategies. Although we found recurring repair patterns in our
analysis, their prevalence varied between the two libraries. In
PyTorch, these patterns were responsible for fixing less than
half of the analyzed bugs. Nevertheless, automated program
repair approaches [53] could potentially exploit the most
common patterns to develop strategies that expedite the bug-
fixing process in deep learning libraries.

VIII. THREATS TO VALIDITY

Internal Validity. Eventual errors in manual labelling for each
RQ could be considered an internal validity threat of our
study. We mitigate this threat by relying on a well-defined
code scheme from the replicated study, and employing two
annotators on each bug and discussing eventual disagreements
across all authors in the paper. Hence, we expect that our
results hold even in the face of the inherent subjectivity of
bug description interpretation.
External Validity. As discussed in Section III-B, after our
filtering, we had 2205 of bugs (including feature requests,
documentation type issues, and super bugs) as candidates for
analysis. Out of these candidates, we analyzed 194 bugs, which
is comparable to the 200 bugs analyzed in the replicated
study [10]. Our findings may not mirror the distribution
of symptoms, root causes and repair patterns of the entire
PyTorch issues, but our filtering selection is meant to analyze
the most impactful bugs of the library.

IX. CONCLUSION AND FUTURE WORK

In this paper, we conducted an empirical study of PyTorch
bugs, which is one of the state-of-the-art DL libraries. We
analyzed 194 bugs inside PyTorch and compared our findings
with previous work that examined TensorFlow bugs. We
found some similar patterns regarding the bug’s root causes,
symptoms, and repair patterns. However, our analysis also
revealed a significant difference in terms of which components
are prone to bugs. In the future, we plan to expand this study
to cover more bugs. We also plan to examine the evolution of
bugs patterns in DL libraries.
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