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ABSTRACT
Feature transformation is to derive a new feature set from original
features to augment the AI power of data. In many science domains
such as material performance screening, while feature transfor-
mation can model material formula interactions and compositions
and discover performance drivers, supervised labels are collected
from expensive and lengthy experiments. This issue motivates an
Unsupervised Feature Transformation Learning (UFTL) problem.
Prior literature, such as manual transformation, supervised feed-
back guided search, and PCA, either relies on domain knowledge or
expensive supervised feedback, or suffers from large search space,
or overlooks non-linear feature-feature interactions. UFTL imposes
a major challenge on existing methods: how to design a new un-
supervised paradigm that captures complex feature interactions
and avoids large search space? To fill this gap, we connect graph,
contrastive, and generative learning to develop a measurement-
pretrain-finetune paradigm for UFTL. For unsupervised feature set
utility measurement, we propose a feature value consistency preser-
vation perspective and develop a mean discounted cumulative gain
like unsupervised metric to evaluate feature set utility. For unsu-
pervised feature set representation pretraining, we regard a feature
set as a feature-feature interaction graph, and develop an unsu-
pervised graph contrastive learning encoder to embed feature sets
into vectors. For generative transformation finetuning, we regard a
feature set as a feature cross sequence and feature transformation as
sequential generation. We develop a deep generative feature trans-
formation model that coordinates the pretrained feature set encoder
and the gradient information extracted from a feature set utility
evaluator to optimize a transformed feature generator. Finally, we
conduct extensive experiments to demonstrate the effectiveness,
efficiency, traceability, and explicitness of our framework. Our code
and data are available at https://shorturl.at/pKQU5.
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1 INTRODUCTION
Feature transformation (FT) is to derive new features from original
features to reconstruct a transformed feature space (e.g. [𝑓1, 𝑓2] →
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Figure 1: Unsupervised Feature Transformation Learning.

[ 𝑓1
𝑓2
, 𝑓1 − 𝑓2,

𝑓1+𝑓2
𝑓1

]). As an essential task of data-centric AI, FT is
practical and effective in industrial deployments, because it can
augment the AI power of data (e.g., structural, predictive, inter-
action, and expression levels) to achieve better predictive perfor-
mance even with simple models. In many practices, FT is conducted
either by human experts, or by machine-assisted search guided
through downstream task feedback. However, in certain domains,
such as material performance screening, although FT can model
material formula interactions and compositions to discover material
performance drivers, supervised labels are collected from lengthy
and expensive experiments. This issue motivates a new learning
problem: Unsupervised Feature Transformation Learning (UFTL).
Solving UFTL can reduce data costs, model complex feature-feature
interactions, learn from non-labeled data, and improve model gen-
eralization capability.

Existing systems only partially solve UFTL: 1) manual trans-
formations are effective and explicit, but not generalizable and
incomplete, as they heavily rely on domain and empirical experi-
ences. 2) supervised transformations include exhaustive-expansion-
reduction approaches [11, 12, 14, 16, 19] and iterative-feedback-
improvement approaches [15, 25, 28] that are enabled by reinforce-
ment, genetic algorithms, or evolutionary algorithms. Suchmethods
can search optimal feature sets in a vast discrete space, but they face
exponentially growing combination possibilities, are computation-
ally costly, hard to converge, and unstable. Moreover, they rely on
labeled data, which limits their applicability. 3) unsupervised trans-
formations, such as Principal Components Analysis (PCA) [21, 26],
don’t rely on labeled data. But, PCA is based on a strong assumption
of straight linear feature correlation, only uses two cross opera-
tions (i.e., addition/subtraction) to generate new features, and only
reduces (can’t increase) feature space dimensionality.

The emergence of LLM (e.g., ChatGPT) shows that mechanism-
unknown human language knowledge can be embedded into a
large embedding space and model the world as generative AI to
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autoregress the next word. Following a similar spirit, we believe
that mechanism-unknown feature space knowledge can be em-
bedded into large sequential foundational models for generating
a transformed feature set. For example, a transformed feature set
( 𝑓1
𝑓2
, 𝑓1 − 𝑓2,

𝑓1+𝑓2
𝑓1

) is seen as a feature cross sequence “𝑓1/𝑓2, 𝑓1 −
𝑓2, (𝑓1 + 𝑓2)/𝑓1EOS”. This provides a great potential to transform
the traditional ways that we solve UFTL.

Our contribution: a graph, contrastive, and generative
learning perspective. We connect graph, contrastive, and genera-
tive learning to develop ameasurement-pretrain-finetune paradigm,
as shown in Figure 1. Specifically, 1) unsupervised feature set utility
measurement: Under the unsupervised setting, downstream task
feedback and labeled data are not available for measuring feature
set utility. We propose a feature value consistency preservation
angle. The insight is that: if two data instances (i.e., rows) are sim-
ilar, both instances tend to be from the same class, therefore the
two element values of a specific feature over the two instances
should be close to each other. We reformulate feature set utility as
information gain of total feature value consistency from the lens of
instance pair similarity. 2) unsupervised graph contrastive pretrain-
ing: Aside from feature set utility, feature set representation needs
to be learned in an unsupervised fashion. We see a transformed
feature set as a feature-feature similarity graph, and reformulate
the feature set2vec problem into an unsupervised graph contrastive
learning task. By seeing a feature set as a graph rather than just a
feature cross sequence, the graph contrastive pretraining can better
model feature-feature interactions, learn a feature set level embed-
ding space, and accelerate later finetuning and training convergence.
3) multi-objective finetuning: We regard a feature set as a feature
cross sequence, and feature transformation as sequential feature
cross generation. We find that: (i) deep sequential model can distill
feature knowledge in the continuous embedding space, in order to
drive autoregressive generation of transformation sequences; (ii)
navigating optimization and generation in the continuous embed-
ding space via gradient ascents can convert classic discrete search
formulation into differentiable continuous optimization, and avoid
large discrete search space.

Summary of technical solution. Inspired by these insights,
this paper presents a principled and generic framework for the
UFTL problem by the measurement-pretrain-finetune paradigm.
Specifically, given an original dataset, we can explore various fea-
ture combinations of original features to prepare different feature
sets. In the measurement stage, we generalize the idea of mean dis-
counted cumulative gain to feature set utility measurement. We
see “information gain” as the value consistency of a specific feature
between two close data instances, and “cumulative” as the sum of
the consistency gains of all data instance pairs. “discounted” means
that: when a feature is of high variance, its element values tend
to be different. Under such a situation, if the element values of
such a feature over any two close instances still stay consistent,
the cumulative gain of such a high-variance feature should be aug-
mented. “mean” means that we average the cumulative discounted
gain of all features as the final utility of a feature set. In the pre-
train stage, we regard a feature set as a feature-feature similarity
graph and develop a contrastive GNN to learn feature set embed-
ding. In particular, to prepare contrastive pairs, we apply attribute

mask and edge perturbation to feature-feature similarity graphs to
generate augmented graphs. An augmented graph will pair with a
source augmented graph as a positive pair; an augmented graph
will pair with a non-sourced augmented graph as a negative pair.
We optimize the contrastive loss by enforcing that the embeddings
of two augmented graphs from the same source graph should be
similar, and different otherwise. In the fine-tune stage, we develop a
deep generative feature transformation model. This model includes
an encoder, a decoder, and an evaluator. The set2vec encoder is
pretrained by and loaded from the pretrain stage to map a feature
set to an embedding vector; the vec2seq decoder is to decode an em-
bedding vector to generate a feature cross sequence that represents
a feature set; the evaluator that predicts the feature set utility given
feature set embedding can provide gradient-steered optimization
to find the optimal transformed feature set embedding, by jointly
optimizing the losses of decoder and evaluator.

2 PROBLEM STATEMENT
Reinforcement Learning (RL) based Data Collector. The suc-
cess demonstrated by [28] highlights that feature learning knowl-
edge can effectively be modeled using multi-agent systems. Thus,
we employ its framework to automatically collect high-quality
training data using our defined unsupervised feature set utility
measurement for transformation embedding space. More details
about the data collector are described in Appendix 8.1.
Important Definitions. 1) Feature Cross, which means we apply
mathematical operations to original features to generate a new
feature (e.g., [𝑠𝑖𝑛(𝑓1 + 𝑓2)/𝑓3 − 𝑓4]). 2) Explored Feature Set. We com-
bine multiple feature crosses to construct an explored feature set
(e.g., [𝑠𝑖𝑛(𝑓1 + 𝑓2)/𝑓3 − 𝑓4, 𝑓1 + 𝑒𝑥𝑝 (𝑓2)]). 3) Feature Cross Sequence.
Figure 2(a) shows that we use a token sequence to represent the
explored feature set. <SOS>, <SEP>, and <EOS> indicate the start,
separate, and end tokens respectively. To use fewer tokens and
reduce learning difficulty, this sequence can be represented by a
postfix expression, as shown in Figure 2(b). In this paper, the term
"feature cross sequence" refers to the representation of a trans-
formed feature set using a postfix expression of token sequence.

(a) Token Sequence

(b) Feature Cross Sequence: Postfix Expression of Token Sequence

SOS
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<latexit sha1_base64="Age47FzHBvUqYGPEEfH8g0BXt4k=">AAAB6HicbVDLSgNBEOyNrxhfUY9eBoMgCGFXfB2DXjwmYB6QhDA76U3GzM4uM7NCWPIFXjwo4tVP8ubfOEn2oIkFDUVVN91dfiy4Nq777eRWVtfWN/Kbha3tnd294v5BQ0eJYlhnkYhUy6caBZdYN9wIbMUKaegLbPqju6nffEKleSQfzDjGbkgHkgecUWOl2lmvWHLL7gxkmXgZKUGGaq/41elHLAlRGiao1m3PjU03pcpwJnBS6CQaY8pGdIBtSyUNUXfT2aETcmKVPgkiZUsaMlN/T6Q01Hoc+rYzpGaoF72p+J/XTkxw0025jBODks0XBYkgJiLTr0mfK2RGjC2hTHF7K2FDqigzNpuCDcFbfHmZNM7L3lX5snZRqtxmceThCI7hFDy4hgrcQxXqwADhGV7hzXl0Xpx352PemnOymUP4A+fzB3TFjLk=</latexit>

+
<latexit sha1_base64="PjEzgziN6cFVRJC7jp7hR5LNX9Q=">AAAB6nicbVDLSgNBEOyNrxhfUY9eBoPgKeyKr2PQi8eI5gHJEmYns8mQ2dllplcISz7BiwdFvPpF3vwbJ8keNLGgoajqprsrSKQw6LrfTmFldW19o7hZ2tre2d0r7x80TZxqxhsslrFuB9RwKRRvoEDJ24nmNAokbwWj26nfeuLaiFg94jjhfkQHSoSCUbTSQ9jzeuWKW3VnIMvEy0kFctR75a9uP2ZpxBUySY3peG6CfkY1Cib5pNRNDU8oG9EB71iqaMSNn81OnZATq/RJGGtbCslM/T2R0ciYcRTYzoji0Cx6U/E/r5NieO1nQiUpcsXmi8JUEozJ9G/SF5ozlGNLKNPC3krYkGrK0KZTsiF4iy8vk+ZZ1busXtyfV2o3eRxFOIJjOAUPrqAGd1CHBjAYwDO8wpsjnRfn3fmYtxacfOYQ/sD5/AHzdY2Y</latexit>
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<latexit sha1_base64="+Ijd7aCdMS564VI0llk8k3+68sY=">AAAB6nicbVDLSgNBEOz1GeMr6tHLYBA8hd3g6xj04jGieUCyhNlJbzJkdnaZmRXCkk/w4kERr36RN//GSbIHTSxoKKq66e4KEsG1cd1vZ2V1bX1js7BV3N7Z3dsvHRw2dZwqhg0Wi1i1A6pRcIkNw43AdqKQRoHAVjC6nfqtJ1Sax/LRjBP0IzqQPOSMGis9hL1qr1R2K+4MZJl4OSlDjnqv9NXtxyyNUBomqNYdz02Mn1FlOBM4KXZTjQllIzrAjqWSRqj9bHbqhJxapU/CWNmShszU3xMZjbQeR4HtjKgZ6kVvKv7ndVITXvsZl0lqULL5ojAVxMRk+jfpc4XMiLEllClubyVsSBVlxqZTtCF4iy8vk2a14l1WLu7Py7WbPI4CHMMJnIEHV1CDO6hDAxgM4Ble4c0Rzovz7nzMW1ecfOYI/sD5/AH0+Y2Z</latexit>
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<latexit sha1_base64="EkO0PY1J01maVQV2NkMeQeBCVj0=">AAAB6HicbVDLSgNBEOyNrxhfUY9eBoOgl7Arvo5BLx4TMA9IQpid9CZjZmeXmVkhLPkCLx4U8eonefNvnCR70MSChqKqm+4uPxZcG9f9dnIrq2vrG/nNwtb2zu5ecf+goaNEMayzSESq5VONgkusG24EtmKFNPQFNv3R3dRvPqHSPJIPZhxjN6QDyQPOqLFS7axXLLlldwayTLyMlCBDtVf86vQjloQoDRNU67bnxqabUmU4EzgpdBKNMWUjOsC2pZKGqLvp7NAJObFKnwSRsiUNmam/J1Iaaj0OfdsZUjPUi95U/M9rJya46aZcxolByeaLgkQQE5Hp16TPFTIjxpZQpri9lbAhVZQZm03BhuAtvrxMGudl76p8WbsoVW6zOPJwBMdwCh5cQwXuoQp1YIDwDK/w5jw6L8678zFvzTnZzCH8gfP5A3G9jLc=</latexit>

)
<latexit sha1_base64="s8qB3aR/wTVsk5bcLXZ6Zy2nv+I=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxhLvG15HoxSMk8khgQ2aHBkZmZzczsyZkwxd48aAxXv0kb/6NA+xBwUo6qVR1p7sriAXXxnW/ndzK6tr6Rn6zsLW9s7tX3D9o6ChRDOssEpFqBVSj4BLrhhuBrVghDQOBzWB0N/WbT6g0j+SDGcfoh3QgeZ8zaqxUO+sWS27ZnYEsEy8jJchQ7Ra/Or2IJSFKwwTVuu25sfFTqgxnAieFTqIxpmxEB9i2VNIQtZ/ODp2QE6v0SD9StqQhM/X3REpDrcdhYDtDaoZ60ZuK/3ntxPRv/JTLODEo2XxRPxHERGT6NelxhcyIsSWUKW5vJWxIFWXGZlOwIXiLLy+TxnnZuypf1i5KldssjjwcwTGcggfXUIF7qEIdGCA8wyu8OY/Oi/PufMxbc042cwh/4Hz+AHrVjL0=</latexit>

/
<latexit sha1_base64="Age47FzHBvUqYGPEEfH8g0BXt4k=">AAAB6HicbVDLSgNBEOyNrxhfUY9eBoMgCGFXfB2DXjwmYB6QhDA76U3GzM4uM7NCWPIFXjwo4tVP8ubfOEn2oIkFDUVVN91dfiy4Nq777eRWVtfWN/Kbha3tnd294v5BQ0eJYlhnkYhUy6caBZdYN9wIbMUKaegLbPqju6nffEKleSQfzDjGbkgHkgecUWOl2lmvWHLL7gxkmXgZKUGGaq/41elHLAlRGiao1m3PjU03pcpwJnBS6CQaY8pGdIBtSyUNUXfT2aETcmKVPgkiZUsaMlN/T6Q01Hoc+rYzpGaoF72p+J/XTkxw0025jBODks0XBYkgJiLTr0mfK2RGjC2hTHF7K2FDqigzNpuCDcFbfHmZNM7L3lX5snZRqtxmceThCI7hFDy4hgrcQxXqwADhGV7hzXl0Xpx352PemnOymUP4A+fzB3TFjLk=</latexit>

+ <latexit sha1_base64="bPX14xxB1FNjJ6wDAIgcughuA1M=">AAAB6HicbVDLSgNBEOyNrxhfUY9eBoPgxbArvo5BLx4TMA9IQpid9CZjZmeXmVkhLPkCLx4U8eonefNvnCR70MSChqKqm+4uPxZcG9f9dnIrq2vrG/nNwtb2zu5ecf+goaNEMayzSESq5VONgkusG24EtmKFNPQFNv3R3dRvPqHSPJIPZhxjN6QDyQPOqLFS7axXLLlldwayTLyMlCBDtVf86vQjloQoDRNU67bnxqabUmU4EzgpdBKNMWUjOsC2pZKGqLvp7NAJObFKnwSRsiUNmam/J1Iaaj0OfdsZUjPUi95U/M9rJya46aZcxolByeaLgkQQE5Hp16TPFTIjxpZQpri9lbAhVZQZm03BhuAtvrxMGudl76p8WbsoVW6zOPJwBMdwCh5cQwXuoQp1YIDwDK/w5jw6L8678zFvzTnZzCH8gfP5A3fNjLs=</latexit>�<latexit sha1_base64="ZS0VlKS3j7H5zxVAKgzXxbxuh00=">AAAB6nicbVDLSgNBEOyNrxhfUY9eBoPgKeyKr2PQi8eI5gHJEmYnvcmQ2dllZlYISz7BiwdFvPpF3vwbJ8keNLGgoajqprsrSATXxnW/ncLK6tr6RnGztLW9s7tX3j9o6jhVDBssFrFqB1Sj4BIbhhuB7UQhjQKBrWB0O/VbT6g0j+WjGSfoR3QgecgZNVZ60Fz2yhW36s5AlomXkwrkqPfKX91+zNIIpWGCat3x3MT4GVWGM4GTUjfVmFA2ogPsWCpphNrPZqdOyIlV+iSMlS1pyEz9PZHRSOtxFNjOiJqhXvSm4n9eJzXhtZ9xmaQGJZsvClNBTEymf5M+V8iMGFtCmeL2VsKGVFFmbDolG4K3+PIyaZ5Vvcvqxf15pXaTx1GEIziGU/DgCmpwB3VoAIMBPMMrvDnCeXHenY95a8HJZw7hD5zPH3L4jew=</latexit>

sin <latexit sha1_base64="aty3RiuDsoSKpFpCOEhYtD+azS4=">AAAB6nicbVDLSgNBEOyNrxhfUY9eBoPgKeyKr2PQi8eI5gHJEmYnvcmQ2dllZlYMSz7BiwdFvPpF3vwbJ8keNFrQUFR1090VJIJr47pfTmFpeWV1rbhe2tjc2t4p7+41dZwqhg0Wi1i1A6pRcIkNw43AdqKQRoHAVjC6nvqtB1Sax/LejBP0IzqQPOSMGivd4WPSK1fcqjsD+Uu8nFQgR71X/uz2Y5ZGKA0TVOuO5ybGz6gynAmclLqpxoSyER1gx1JJI9R+Njt1Qo6s0idhrGxJQ2bqz4mMRlqPo8B2RtQM9aI3Ff/zOqkJL/2MyyQ1KNl8UZgKYmIy/Zv0uUJmxNgSyhS3txI2pIoyY9Mp2RC8xZf/kuZJ1Tuvnt2eVmpXeRxFOIBDOAYPLqAGN1CHBjAYwBO8wKsjnGfnzXmftxacfGYffsH5+AZ3d43v</latexit>exp
<latexit sha1_base64="PjEzgziN6cFVRJC7jp7hR5LNX9Q=">AAAB6nicbVDLSgNBEOyNrxhfUY9eBoPgKeyKr2PQi8eI5gHJEmYns8mQ2dllplcISz7BiwdFvPpF3vwbJ8keNLGgoajqprsrSKQw6LrfTmFldW19o7hZ2tre2d0r7x80TZxqxhsslrFuB9RwKRRvoEDJ24nmNAokbwWj26nfeuLaiFg94jjhfkQHSoSCUbTSQ9jzeuWKW3VnIMvEy0kFctR75a9uP2ZpxBUySY3peG6CfkY1Cib5pNRNDU8oG9EB71iqaMSNn81OnZATq/RJGGtbCslM/T2R0ciYcRTYzoji0Cx6U/E/r5NieO1nQiUpcsXmi8JUEozJ9G/SF5ozlGNLKNPC3krYkGrK0KZTsiF4iy8vk+ZZ1busXtyfV2o3eRxFOIJjOAUPrqAGd1CHBjAYwDO8wpsjnRfn3fmYtxacfOYQ/sD5/AHzdY2Y</latexit>
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<latexit sha1_base64="+Ijd7aCdMS564VI0llk8k3+68sY=">AAAB6nicbVDLSgNBEOz1GeMr6tHLYBA8hd3g6xj04jGieUCyhNlJbzJkdnaZmRXCkk/w4kERr36RN//GSbIHTSxoKKq66e4KEsG1cd1vZ2V1bX1js7BV3N7Z3dsvHRw2dZwqhg0Wi1i1A6pRcIkNw43AdqKQRoHAVjC6nfqtJ1Sax/LRjBP0IzqQPOSMGis9hL1qr1R2K+4MZJl4OSlDjnqv9NXtxyyNUBomqNYdz02Mn1FlOBM4KXZTjQllIzrAjqWSRqj9bHbqhJxapU/CWNmShszU3xMZjbQeR4HtjKgZ6kVvKv7ndVITXvsZl0lqULL5ojAVxMRk+jfpc4XMiLEllClubyVsSBVlxqZTtCF4iy8vk2a14l1WLu7Py7WbPI4CHMMJnIEHV1CDO6hDAxgM4Ble4c0Rzovz7nzMW1ecfOYI/sD5/AH0+Y2Z</latexit>
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<latexit sha1_base64="3S3TNVajDTJZzevaM/ePGNOQ6Fw=">AAAB6nicbVDLSgNBEOyNrxhfUY9eBoPgKez6Pga9eIxoHpAsYXbSmwyZnV1mZoWw5BO8eFDEq1/kzb9xkuxBowUNRVU33V1BIrg2rvvlFJaWV1bXiuuljc2t7Z3y7l5Tx6li2GCxiFU7oBoFl9gw3AhsJwppFAhsBaObqd96RKV5LB/MOEE/ogPJQ86osdJ92DvtlStu1Z2B/CVeTiqQo94rf3b7MUsjlIYJqnXHcxPjZ1QZzgROSt1UY0LZiA6wY6mkEWo/m506IUdW6ZMwVrakITP150RGI63HUWA7I2qGetGbiv95ndSEV37GZZIalGy+KEwFMTGZ/k36XCEzYmwJZYrbWwkbUkWZsemUbAje4st/SfOk6l1Uz+/OKrXrPI4iHMAhHIMHl1CDW6hDAxgM4Ale4NURzrPz5rzPWwtOPrMPv+B8fAP2fY2a</latexit>

f3
<latexit sha1_base64="1bdKN4zCaWeIT0crWuYp7v0Oz0k=">AAAB6nicbVDLSgNBEOyNrxhfUY9eBoPgKeyKr2PQi8eI5gHJEmYnvcmQ2dllZlYISz7BiwdFvPpF3vwbJ8keNLGgoajqprsrSATXxnW/ncLK6tr6RnGztLW9s7tX3j9o6jhVDBssFrFqB1Sj4BIbhhuB7UQhjQKBrWB0O/VbT6g0j+WjGSfoR3QgecgZNVZ6CHvnvXLFrbozkGXi5aQCOeq98le3H7M0QmmYoFp3PDcxfkaV4UzgpNRNNSaUjegAO5ZKGqH2s9mpE3JilT4JY2VLGjJTf09kNNJ6HAW2M6JmqBe9qfif10lNeO1nXCapQcnmi8JUEBOT6d+kzxUyI8aWUKa4vZWwIVWUGZtOyYbgLb68TJpnVe+yenF/Xqnd5HEU4QiO4RQ8uIIa3EEdGsBgAM/wCm+OcF6cd+dj3lpw8plD+APn8wf4AY2b</latexit>
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<latexit sha1_base64="2g0hPn9V/uyW58/cAed57Ca7cFQ=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHhRHaNryPRi0dI5JHAhswOvTAyO7uZmTUhhC/w4kFjvPpJ3vwbB9iDgpV0UqnqTndXkAiujet+O7m19Y3Nrfx2YWd3b/+geHjU1HGqGDZYLGLVDqhGwSU2DDcC24lCGgUCW8Hobua3nlBpHssHM07Qj+hA8pAzaqxUL/eKJbfizkFWiZeREmSo9Ypf3X7M0gilYYJq3fHcxPgTqgxnAqeFbqoxoWxEB9ixVNIItT+ZHzolZ1bpkzBWtqQhc/X3xIRGWo+jwHZG1Az1sjcT//M6qQlv/AmXSWpQssWiMBXExGT2NelzhcyIsSWUKW5vJWxIFWXGZlOwIXjLL6+S5nnFu6pc1i9K1dssjjycwCmUwYNrqMI91KABDBCe4RXenEfnxXl3PhatOSebOYY/cD5/AHA5jLY=</latexit>
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<latexit sha1_base64="2g0hPn9V/uyW58/cAed57Ca7cFQ=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHhRHaNryPRi0dI5JHAhswOvTAyO7uZmTUhhC/w4kFjvPpJ3vwbB9iDgpV0UqnqTndXkAiujet+O7m19Y3Nrfx2YWd3b/+geHjU1HGqGDZYLGLVDqhGwSU2DDcC24lCGgUCW8Hobua3nlBpHssHM07Qj+hA8pAzaqxUL/eKJbfizkFWiZeREmSo9Ypf3X7M0gilYYJq3fHcxPgTqgxnAqeFbqoxoWxEB9ixVNIItT+ZHzolZ1bpkzBWtqQhc/X3xIRGWo+jwHZG1Az1sjcT//M6qQlv/AmXSWpQssWiMBXExGT2NelzhcyIsSWUKW5vJWxIFWXGZlOwIXjLL6+S5nnFu6pc1i9K1dssjjycwCmUwYNrqMI91KABDBCe4RXenEfnxXl3PhatOSebOYY/cD5/AHA5jLY=</latexit>

(
<latexit sha1_base64="EkO0PY1J01maVQV2NkMeQeBCVj0=">AAAB6HicbVDLSgNBEOyNrxhfUY9eBoOgl7Arvo5BLx4TMA9IQpid9CZjZmeXmVkhLPkCLx4U8eonefNvnCR70MSChqKqm+4uPxZcG9f9dnIrq2vrG/nNwtb2zu5ecf+goaNEMayzSESq5VONgkusG24EtmKFNPQFNv3R3dRvPqHSPJIPZhxjN6QDyQPOqLFS7axXLLlldwayTLyMlCBDtVf86vQjloQoDRNU67bnxqabUmU4EzgpdBKNMWUjOsC2pZKGqLvp7NAJObFKnwSRsiUNmam/J1Iaaj0OfdsZUjPUi95U/M9rJya46aZcxolByeaLgkQQE5Hp16TPFTIjxpZQpri9lbAhVZQZm03BhuAtvrxMGudl76p8WbsoVW6zOPJwBMdwCh5cQwXuoQp1YIDwDK/w5jw6L8678zFvzTnZzCH8gfP5A3G9jLc=</latexit>

)
<latexit sha1_base64="Age47FzHBvUqYGPEEfH8g0BXt4k=">AAAB6HicbVDLSgNBEOyNrxhfUY9eBoMgCGFXfB2DXjwmYB6QhDA76U3GzM4uM7NCWPIFXjwo4tVP8ubfOEn2oIkFDUVVN91dfiy4Nq777eRWVtfWN/Kbha3tnd294v5BQ0eJYlhnkYhUy6caBZdYN9wIbMUKaegLbPqju6nffEKleSQfzDjGbkgHkgecUWOl2lmvWHLL7gxkmXgZKUGGaq/41elHLAlRGiao1m3PjU03pcpwJnBS6CQaY8pGdIBtSyUNUXfT2aETcmKVPgkiZUsaMlN/T6Q01Hoc+rYzpGaoF72p+J/XTkxw0025jBODks0XBYkgJiLTr0mfK2RGjC2hTHF7K2FDqigzNpuCDcFbfHmZNM7L3lX5snZRqtxmceThCI7hFDy4hgrcQxXqwADhGV7hzXl0Xpx352PemnOymUP4A+fzB3TFjLk=</latexit>

+
<latexit sha1_base64="PjEzgziN6cFVRJC7jp7hR5LNX9Q=">AAAB6nicbVDLSgNBEOyNrxhfUY9eBoPgKeyKr2PQi8eI5gHJEmYns8mQ2dllplcISz7BiwdFvPpF3vwbJ8keNLGgoajqprsrSKQw6LrfTmFldW19o7hZ2tre2d0r7x80TZxqxhsslrFuB9RwKRRvoEDJ24nmNAokbwWj26nfeuLaiFg94jjhfkQHSoSCUbTSQ9jzeuWKW3VnIMvEy0kFctR75a9uP2ZpxBUySY3peG6CfkY1Cib5pNRNDU8oG9EB71iqaMSNn81OnZATq/RJGGtbCslM/T2R0ciYcRTYzoji0Cx6U/E/r5NieO1nQiUpcsXmi8JUEozJ9G/SF5ozlGNLKNPC3krYkGrK0KZTsiF4iy8vk+ZZ1busXtyfV2o3eRxFOIJjOAUPrqAGd1CHBjAYwDO8wpsjnRfn3fmYtxacfOYQ/sD5/AHzdY2Y</latexit>
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<latexit sha1_base64="+Ijd7aCdMS564VI0llk8k3+68sY=">AAAB6nicbVDLSgNBEOz1GeMr6tHLYBA8hd3g6xj04jGieUCyhNlJbzJkdnaZmRXCkk/w4kERr36RN//GSbIHTSxoKKq66e4KEsG1cd1vZ2V1bX1js7BV3N7Z3dsvHRw2dZwqhg0Wi1i1A6pRcIkNw43AdqKQRoHAVjC6nfqtJ1Sax/LRjBP0IzqQPOSMGis9hL1qr1R2K+4MZJl4OSlDjnqv9NXtxyyNUBomqNYdz02Mn1FlOBM4KXZTjQllIzrAjqWSRqj9bHbqhJxapU/CWNmShszU3xMZjbQeR4HtjKgZ6kVvKv7ndVITXvsZl0lqULL5ojAVxMRk+jfpc4XMiLEllClubyVsSBVlxqZTtCF4iy8vk2a14l1WLu7Py7WbPI4CHMMJnIEHV1CDO6hDAxgM4Ble4c0Rzovz7nzMW1ecfOYI/sD5/AH0+Y2Z</latexit>

f2 EOS

Figure 2: Postfix Expression.

The UFTL Problem. Formally, given a data set 𝐷 = (𝑋,𝑦) and
an operation set O, where 𝑋 is an original feature set and 𝑦 is the
corresponding label. Here, 𝑦 is only used for testing purposes and
is not involved in the training process. We first apply the RL-based
data collector on 𝑋 to collect 𝑁 training data samples, denoted by
�̃� = {F𝑖 ,T𝑖 , 𝑠𝑖 }𝑁𝑖=1, where F𝑖 , T𝑖 , and 𝑠𝑖 indicate the explored feature
set, feature cross sequence, and feature set utility score of the 𝑖-
th sample respectively. We aim to 1) embed explored feature sets
into a differentiable continuous space and 2) generate the optimal
transformed feature set. To accomplish Goal 1, we designed an
encoder-evaluator-decoder framework that compresses the feature
learning knowledge of �̃� into an embedding space E, optimized
through pre-training and fine-tuning processes. To achieve Goal



2, we adopt a gradient-steered search method to find the optimal
embedding point 𝐸∗ and reconstruct the best feature space F ∗. It
can be formulated by

F ∗ = 𝜓 (𝐸∗) [𝑋 ] = argmax
𝐸∈E

S(𝜓 (𝐸) [𝑋 ]), (1)

where𝜓 is the well-trained decoder that can regenerate the feature
cross sequence from any learned embedding 𝐸; S is the function
for calculating feature set utility; 𝜓 (𝐸) [𝑋 ] means applying the
reconstructed sequence on 𝑋 to obtain the transformed feature set.

3 THE MEASUREMENT-PRETRAIN-FINETUNE
PARADIGM

3.1 Framework Overview
Figure 3 show our uNsupervised gEnerative feAture Transformation
framework (NEAT) includes three steps: 1) Data collection via un-
supervised feature set utility, 2) Graph contrastive pre-training, and
3) Multi-objective fine-tuning. In Step 1, we design an unsupervised
measurement to assess feature set utilities. Under the guidance of
this measurement, we employ the RL-based data collector to explore
the original feature space. The collector will automatically gather
explored feature sets, feature cross sequences, and feature set utility
for training data preparation. In Step 2, we pre-train shared GNNs
to capture the knowledge of the training data via graph contrastive
learning and preserve it in an embedding space. In detail, we first
extract feature-feature attributed graphs from the explored feature
set. Then, sampling-based GNNs are employed to capture the char-
acteristics of these graphs through contrastive learning. In Step 3,
we conduct multi-objective fine-tuning to update the created em-
bedding space and identify the optimal transformed feature space.
More specifically, to update the embedding space, we load the pre-
trained GNNs as an encoder and create a decoder and an evaluator
for feature cross sequence reconstruction and utility score estima-
tion respectively. Then, we search for enhanced embeddings within
the new embedding space and reconstruct feature cross sequences.
Finally, these sequences are used to transform the original feature
space. The transformed feature set yielding the highest utility score
is output as the optimal result.

3.2 Unsupervised Feature Set Utility
Measurement

Whymeasuring unsupervised feature set level utilitymatters.
Feature set utility measurement reflects the quality of the feature
space, which is critical for guiding the search toward the optimal
feature set. Conventional strategies leverage supervised methods
(e.g., decision trees, feature relevance) to measure individual-level
feature importance and aggregate them to set-level utility. However,
such strategies are unsuitable for the UFTL setting where down-
stream predictive task labels are unavailable or expensive. Note
that we can use unsupervised measures, such as feature redun-
dancy, to evaluate individual-level feature utility, and then perform
average aggregation. But such a method only evaluates the neg-
ative (e.g., information overlap) aspect of a feature, ignores the
meaningful interactions of feature-instance, instance-feature value,
feature value-feature vector, and fails to consider self-weighted or

self-penalized aggregation when propagating information score
from individual level to set level.
Mean Discounted Cumulative Gain (MDCG): a feature value
consistency preservation perspective. To overcome these limi-
tations, we propose a feature value consistency preservation angle
that illustrates an important intuition: if two data instances (i.e.,
rows) are similar, then both instances tend to be from the same
class, thereafter the two element values of a specific feature with
respect to the two similar instances should be similar. We see the
alignment with such intuition as information gain and develop an
MDCG based unsupervised measure.
Step 1: Information Gain. We quantify the information gain of a
feature as the score of alignment with the intuition: a feature’s ele-
ment values with respect to two similar instances should be similar.
Formally, given a feature set F ∈ R𝑛×𝑚 , 𝑛 and𝑚 are the number
of instances and features respectively. Let 𝑖 and 𝑗 are indexes of
instances, the information gain of the 𝑞-th feature over the 𝑖-th and

𝑗-th instances is given by: 𝑔𝑞
𝑖 𝑗

= (F𝑖𝑞 − F𝑗𝑞)2𝑒−
| |F𝑖,∗−F𝑗,∗ ||2
𝑐𝑜𝑛𝑠𝑡𝑎𝑛𝑡 . In the

experiments, we set the value of constant as 2. Here, the lower the
value of 𝑔𝑞

𝑖 𝑗
, the greater the information gain observed.

Step 2: Cumulative Gain. The cumulative gain of the 𝑞-th feature
over all the instance pairs is given by

∑
𝑖 𝑗 𝑆𝑖 𝑗 ∗ 𝑔

𝑞

𝑖 𝑗
, where 𝑆𝑖 𝑗 is a

binary indicator: 1) when the 𝑖(or 𝑗 )-th instance is among the K
nearest neighbors of the 𝑗 (or 𝑖)-th instance, 𝑆𝑖 𝑗 = 1 indicates the
𝑖-th instance and the 𝑗-th instance are similar; 2) otherwise, 𝑆𝑖 𝑗 = 0
indicates the two instances are not similar. K is a hyperparameter
given by users.
Step 3: Discounted Cumulative Gain.When a feature exhibits high
variance and its element values tend to diverge, if the element values
of such feature over any two similar instances still stay similar, the
cumulative gain of such high-variance feature should be augmented.
Therefore, we propose the concept of discounted cumulative gain:∑

𝑖 𝑗 𝑆𝑖 𝑗 ∗𝑔
𝑞

𝑖 𝑗

𝑉𝑎𝑟 (F∗,𝑞 ) to describe feature importance.
Step 4: Mean Discounted Cumulative Gain. Finally, we quantify the
feature set utility as the average score of the discounted cumulative

gains of all the features:
∑𝑚
𝑞=1 (1 −

∑
𝑖 𝑗 𝑆𝑖 𝑗 ∗𝑔

𝑞

𝑖 𝑗

𝑉𝑎𝑟 (F∗,𝑞 ) )/𝑚.

Leveraging the utility of the feature set, we employ the RL-based
collector [28] to gather explored feature sets F , feature cross se-
quences T , and feature set utilities 𝑠 for training data preparation.

3.3 Unsupervised Feature-Feature Interaction
Graph Contrastive Pre-Training

Why pre-training a feature set embedding space matters. Af-
ter collecting the training data, learning the embedding space of
the feature set becomes essential for two reasons: 1) feature set2vec
can learn a continuous embedding space, so we can convert classic
discrete search into effective gradient ascent in continuous opti-
mization. 2) feature set2vec can develop a database of feature set
embedding vectors along with corresponding unsupervised utilities
that enable the learning of a feature set utility evaluator. This eval-
uator can model the relationship between feature set embeddings
and feature set utilities and provide gradient information to search
for optimal feature sets.
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Figure 3: An overview of NEAT. First, we explore the original feature set to collect training data under the guidance of our
proposed unsupervised feature set utility. Second, we pre-train shared GNNs to capture the knowledge of the training data via
graph contrastive learning and preserve it in an embedding space. Finally, we conduct multi-objective fine-tuning to readjust

the created embedding space and identify the optimal transformed feature set.

Leveraging graph contrastive learning for unsupervised fea-
ture set2vec. Feature set2vec, particularly under an unsupervised
setting, is challenging. We propose a graph perspective to regard a
feature set as a feature-feature similarity graph. This feature-feature
graph can describe the geometric topology of a feature space, and
convert set2vec into graph2vec, so graph contrastive learning can
be introduced to achieve unsupervised embedding pretraning. We
pre-train a GNN-based encoder to convert explored feature sets to
vectors, thereby constructing a feature transformation embedding
space. During the pre-training, we use the explored feature sets
collected in the previous step to construct embedding space. To
simplify notations, we use F to represent any explored feature set.
Creating Feature-Feature Similarity Graph. Given an explored fea-
ture set F , we create an adjacency matrix to represent the inter-
actions among features, in which each element indicates the edge
between two features. For each feature, we use the element values of
the corresponding feature within F as its attributes. Subsequently,
we calculate the cosine similarity between every feature pair based
on their attributes to determine the weight of the edge, constructing
a feature-feature similarity graph. Finally, we convert the similar-
ities adjacency matrix into a 0/1 matrix with the similarity 95th
percentile as a cutoff.
Graph Augmentation for Building Contrastive Pairs. We augment
each graph with edge perturbation and attribute masking to obtain
augmented graphs for building contrastive pairs. The augmented
graphs from the same graph form a positive pair, while the aug-
mented graphs from different graphs form negative pairs. The de-
tails of the augmentation strategies are: 1) Edge Perturbation. A
random proportion of edges is either added or dropped to perturb
the connectivity of the graph. The assumption is that the graph has
robustness to the pattern variances of edge connection. 2) Attribute
Masking. A random proportion of attributes is masked, prompting
the model to use contextual information to recover the obscured
information. The assumption is that the missing attributes will not
significantly affect the model’s predictions.

GNN-based Encoder. The purpose of the GNN-based encoder is to en-
code the graphs to extract graph-level representation vectors. Since
the graphs have different structures (different adjacency matrices),
the encoder needs to adapt to various types of graph structures and
efficiently handle the learning of node representations. Inspired
by [9], we develop two GNNs with shared weights to encode aug-
mented graphs of different types respectively. Here we take one
graph as an example to illustrate the encoding process. Given a
node 𝑣 from the graph, we sample its all neighbor nodes, denoted
as {𝑢1, 𝑢2, ..., 𝑢𝑝 }, where 𝑝 is the number of neighbor nodes. The
h𝑣 and h𝑢 are the representation of node 𝑣 and node 𝑢 respectively.
Then we aggregate the representation of all neighbor nodes by
calculating their mean: h∗𝑢 =

∑𝑝

1 h𝑢/𝑝. We update the representa-
tion of node 𝑣 by h𝑣 = 𝑅𝑒𝐿𝑈 (𝑊 ·𝐶𝑂𝑁𝐶𝐴𝑇 (h𝑣, h∗𝑢 )), where 𝑅𝑒𝐿𝑈
is the activation function and𝑊 is the learnable weight matrix.
We iterate this process with multi-step to update the node repre-
sentation. Finally, we calculate the mean of all node presentations
in the graph to extract graph-level representation vector for the
augmented graph, denoted as: h =

∑
h𝑣/𝑚, where𝑚 represents the

number of nodes in the graph. Following the principles advocated
in [3], we use a non-linear projection to project the graph-level rep-
resentation vectors into a new latent space where the contrastive
loss is calculated. In our framework, we use a two-layer Perceptron
as a projection to map the h into a new embedding vector z.
Minimize the Contrastive Loss.Given a F𝑖 as the 𝑖-th explored feature
set in training feature sets, we convert it into a graph and augment
the graph to obtain two augmented graphs of different types. We
feed the augmented graphs into the shared GNN respectively, to
extract the embedding vectors, which are represented by z𝑖,1 and
z𝑖,2 respectively. We calculate the distance between sample pairs
using cosine similarity 𝑠𝑖𝑚(z𝑖,1, z𝑖,2) = z𝑇

𝑖,1z𝑖,2/(∥z𝑖,1∥∥z𝑖,2∥), and
develop a normalized temperature-scaled cross-entropy loss [23, 24]
as contrastive loss to maximize the consistency between positive



pairs and increase the distance between negative pairs.

L𝑐𝑙 = − 1
𝑁

𝑁∑︁
𝑛=1

𝑙𝑜𝑔
𝑒𝑥𝑝 (𝑠𝑖𝑚(z𝑖,1, z𝑖,2)/𝜏))∑𝑁

𝑖∗=1,𝑖∗≠𝑖 𝑒𝑥𝑝 (𝑠𝑖𝑚(z𝑖,1, z𝑖∗,2)/𝜏)
, (2)

where 𝜏 denotes the temperature parameter. Finally, we minimize
the contrastive loss to optimize the continuous embedding space.

3.4 Multi-Objective Fine-tuning
After pre-training, we conduct multi-objective fine-tuning to up-
date the embedding space. This process aims to assess the efficacy
of the embedding space and fully reconstruct the feature cross
sequence, thereby facilitating the generation of the optimal trans-
formed feature set. We reload the pre-trained GNN as an encoder to
obtain the embedding. Additionally, we create an evaluator and a
decoder for estimating feature set utility and reconstructing feature
cross sequence respectively. Then, we identify the best embeddings
within the updated embedding space and reconstruct feature cross
sequences. Finally, these sequences are employed to transform the
original feature space, and the transformed feature set that achieves
the highest utility score is presented as the optimal result.
Fine-tuning the Encoder-Decoder-Evaluator Structure. We
use the training data set {F𝑖 ,T𝑖 , 𝑠𝑖 }𝑁𝑖=1 collected in section 3.2 to
fine-tune the encoder-decoder-evaluator structure, where F𝑖 , T𝑖 and
𝑠𝑖 indicate explored feature set, feature cross sequence, and feature
set utility of the 𝑖-th sample, respectively. To simplify notation, we
use the notation (F ,T , 𝑠) to represent any set of training data.
The Encoder.We input an explored feature set F into the pre-trained
encoder to map the feature set to an embedding vector z.
The Decoder. The decoder is to reconstructT and built by LSTM [10].
Subsequently, we add a softmax layer after the LSTM to estimate
the token distribution and infer the feature cross sequence based on
the embedding z. Specifically, assuming the token to be decoded is
𝑡 𝑗 , the partially decoded sequence is [𝑡1, 𝑡2, ..., 𝑡 𝑗−1], and the length
of T is 𝑘 . Therefore, the probability of the 𝑗-th token is:

𝑃𝜓 (𝑡 𝑗 |z, [𝑡1, 𝑡2, ..., 𝑡 𝑗−1]) =
𝑒𝑥𝑝 (𝑜 𝑗 )∑
𝑘 𝑒𝑥𝑝 (𝑜)

, (3)

where 𝑜 𝑗 is the 𝑗-th output of the softmax layer. We use the negative
log-likelihood of generating sequential tokens to minimize the
reconstruction loss between the reconstructed tokens and the real
one, denoted by:

L𝑟𝑒𝑐 = −
𝑘∑︁
𝑗=1

𝑙𝑜𝑔𝑃𝜓 (𝑡 𝑗 |z, [𝑡1, 𝑡2, ..., 𝑡 𝑗−1]) (4)

The Evaluator. We add a fully connected layer after the encoder for
regression prediction, which is given by: ¥𝑠 = 𝜃 (𝑧), where 𝜃 is the
function notation of the evaluator. Specifically, we use the Mean
Squared Error (MSE) to measure the evaluator loss:

L𝑒𝑣𝑡 = 𝑀𝑆𝐸 (¥𝑠, 𝑠), (5)

where 𝑠 is the corresponding feature set utility. Finally, we trade
off the two losses to form a joint training loss: L = 𝛼L𝑒𝑣𝑡 + 𝛽L𝑟𝑒𝑐 ,

where 𝛼 and 𝛽 are the hyperparameters to balance the influence of
the two loss functions. We calculate the mean loss of the batch data
to readjust the embedding space during the fine-tuning process.

Optimization and Generation of the Optimal Transformed
Feature Set. After updating the embedding space, we employ a
gradient-ascent search method to find better embedding. In the
continuous space, a good starting point can accelerate the search
process and enhance the downstream performance. Such good
points are called initial seeds. Therefore, we first select the top
K explored feature sets based on their corresponding feature set
utilities as initial seeds to find better embeddings. More specifically,
for an initial seed, we obtain an embedding z through the well-
trained encoder. Next, we use a gradient-ascent method to move
the embedding with 𝜂 steps along the direction maximizing the
feature set utility. Formally, the moving calculation process can be
described as: z+ = z + 𝜂 𝜕𝜃

𝜕z , where 𝑧
+ is the better embedding. We

feed z+ into the well-trained decoder to generate a feature cross
sequence in an autoregressive manner until finding <EOS>. We
split the sequence into different segments according to <SEP>, and
follow the calculation rule of them to generate the transformed
feature set. Finally, the transformed feature set yielding the highest
utility score is output as the optimal result. The pseudo-code of the
algorithm is released in Appendix 8.2.

4 EXPERIMENT
4.1 Experimental Setup
Dataset Descriptions. We utilize 23 publicly available datasets
from UCI, LibSVM, Kaggle, and OpenML to conduct experiments.
These datasets comprise 14 classification tasks (C) and 9 regression
tasks (R). Table 1 shows the statistics of these datasets.
Evaluation Metrics. To alleviate the variance of the downstream
ML model for fair comparisons, we employ random forests (RF)
to assess the quality of transformed feature set. For classification
tasks, we use F1-score, Precision, and Recall as evaluation metrics.
For regression tasks, we use 1 - Relative Absolute Error (1-RAE), 1 -
Mean Average Error (1-MAE), and 1 - Mean Square Error (1-MSE)
as evaluation metrics. In both cases, higher values of the evaluation
metrics indicate a higher quality of the transformed feature set.
BaselineAlgorithms andModel Variants ofNEAT.We compare
our method with 9 widely-used feature transformation methods:
(A) Unsupervised Methods: 1) RDG randomly generates feature-
operation-feature transformation records to create a new feature
space; 2) PCA [26] uses linear feature correlation to generate new
features; 3) LDA [2] is a matrix factorization-based method that
obtains decomposed latent representation as the generated feature
space; (B) Supervised Methods: 3) ERG first applies a set of opera-
tions to each feature to expand the feature space, and then selects
key features from it to form a new feature space; 4)AFAT [11] is an
enhanced version of ERG, repeatedly generating new features and
using a multi-step feature selection method to select more informa-
tive features for creating a new feature space; 5) NFS [4] embeds
the decision-making process of feature transformation into a pol-
icy network and utilizes reinforcement learning (RL) to optimize
the entire feature transformation process; 6) TTG [15] represents
the feature transformation process as a graph and implements an
RL-based discrete search method to find the optimal feature set;
7) GRFG [28] uses three collaborative reinforcement intelligent
agents for feature generation and employs feature grouping strate-
gies to accelerate agent learning; 8) DIFER [36] embeds randomly



Table 1: Overall Performance. In this table, the best and second-best results are highlighted by bold and underlined fonts
respectively. We evaluate classification (C) and regression (R) tasks in terms of F1-score and 1-RAE respectively. The higher the

value is, the better the quality of the transformed feature set is.

Dataset Soruce C/R Samples Features RDG PCA LDA ERG AFAT NFS TTG GRFG DIFER NEAT

Higgs Boston UCI C 50000 28 0.695 0.538 0.513 0.702 0.697 0.691 0.699 0.707 0.669 0.702
Amazon Employee Kaggle C 32769 9 0.932 0.923 0.916 0.932 0.930 0.932 0.933 0.932 0.929 0.936

PimaIndian UCI C 768 8 0.751 0.736 0.729 0.735 0.732 0.791 0.745 0.754 0.760 0.811
SpectF UCI C 267 44 0.760 0.709 0.665 0.788 0.760 0.792 0.760 0.776 0.766 0.856

SVMGuide3 LibSVM C 1243 21 0.806 0.676 0.635 0.818 0.794 0.786 0.798 0.812 0.773 0.832
Geman Credit UCI C 1000 24 0.701 0.679 0.596 0.662 0.639 0.649 0.644 0.667 0.656 0.723
Credit Default UCI C 30000 24 0.802 0.768 0.743 0.803 0.804 0.801 0.798 0.806 0.796 0.809

Messidor_features UCI C 1151 19 0.627 0.672 0.463 0.692 0.657 0.650 0.655 0.680 0.660 0.737
Wine Quality Red UCI C 999 12 0.496 0.468 0.401 0.485 0.480 0.451 0.467 0.454 0.476 0.522
Wine Quality White UCI C 4898 12 0.524 0.469 0.438 0.527 0.516 0.525 0.521 0.518 0.507 0.554

Spambase UCI C 4601 57 0.906 0.815 0.889 0.917 0.912 0.925 0.919 0.922 0.912 0.932
Ap-omentum-ovary Openml C 275 10936 0.820 0.718 0.716 0.849 0.813 0.830 0.830 0.830 0.833 0.865
Lymphography UCI C 148 18 0.108 0.170 0.144 0.202 0.149 0.166 0.148 0.136 0.150 0.298
Ionosphere UCI C 351 34 0.942 0.928 0.743 0.957 0.942 0.943 0.932 0.956 0.905 0.971

Housing Boston UCI R 506 13 0.434 0.122 0.020 0.410 0.401 0.428 0.396 0.409 0.381 0.478
Airfoil UCI R 1503 5 0.519 0.514 0.207 0.519 0.507 0.520 0.500 0.521 0.528 0.578

Openml_586 Openml R 1000 25 0.568 0.221 0.110 0.624 0.553 0.542 0.544 0.646 0.482 0.700
Openml_589 Openml R 1000 50 0.509 0.224 0.011 0.610 0.508 0.503 0.504 0.627 0.463 0.625
Openml_607 Openml R 1000 50 0.521 0.104 0.107 0.549 0.509 0.518 0.522 0.555 0.476 0.550
Openml_616 Openml R 500 50 0.070 0.057 0.024 0.193 0.162 0.147 0.156 0.372 0.076 0.536
Openml_618 Openml R 1000 50 0.472 0.078 0.052 0.561 0.473 0.467 0.467 0.577 0.408 0.616
Openml_620 Openml R 1000 25 0.511 0.088 0.029 0.546 0.521 0.519 0.512 0.530 0.442 0.584
Openml_637 Openml R 500 50 0.136 0.072 0.043 0.064 0.161 0.146 0.144 0.307 0.072 0.278
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Figure 4: The impact of graph contrastive pre-training.

0.75

0.80

0.85

0.90

Precision Recall F1-Score

NEAT
NEAT +

NEAT -

NEAT#

(a) SpectF

0.75

0.80

0.85

0.90

Precision Recall F1-Score

NEAT
NEAT+
NEAT-
NEAT#

(b) SVMGuide3

0.65

0.70

0.75

Precision Recall F1-Score

NEAT
NEAT+
NEAT-
NEAT#

(c) German Credit

0.4

0.6

0.8

1-MAE 1-MSE 1-RAE

NEAT
NEAT+
NEAT-
NEAT#

(d) Openml_616

0.4

0.5

0.6

0.7

0.8

0.9

1-MAE 1-MSE 1-RAE

NEAT
NEAT+
NEAT-
NEAT#

(e) Openml_618

0.5

0.6

0.7

0.8

0.9

1-MAE 1-MSE 1-RAE

NEAT
NEAT+
NEAT-
NEAT#

(f) Openml_620

Figure 5: The impact of unsupervised feature set utility measurement, RL-based data collector, and initial seeds.

generated feature cross sequences and then uses a greedy search to
find the separated transformed feature.

Additionally, to evaluate the necessity of each technical com-
ponent of NEAT, we implement four model variants: 1) NEAT∗

removes the pre-training stage and directly optimizes the encoder-
evaluator-decoder structure for creating the feature transformation
embedding space. 2) NEAT+ utilizes the training data collected
by randomly generating explored feature sets to create the feature
transformation embedding space. 3) NEAT− replaces the mean
discounted cumulative gain with feature redundancy for creating
the feature transformation embedding space. 4) NEAT# replaces

the initial seeds with worst-ranked transformation sequences’ em-
beddings based on the utility value to identify better feature spaces.
Hyperparameters and Reproducibility. 1) Feature Transforma-
tion Knowledge Acquisition: We use the reinforcement data collec-
tor to collect explored feature set-feature utility score pairs. The
collector explores 512 episodes, and each episode includes 10 steps.
2) Feature-Feature Similarity Graph Construction: The threshold
for creating an edge between two features is the 95th percentile of
all similarity values. 3) Graph Contrastive Pre-training: We map
the attribute of each node to a 64-dimensional embedding, and use
a 2-layer GNN network and a 2-layer projection head to integrate
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Figure 6: (a) GPU memory utilization comparison between
NEAT and MOTA in different datasets. (b) Convergence

speed comparison between NEAT and NEAT∗

such information. For graph augmentation, we randomly perturbed
20% of the edges or masked 20% of the attributes to get diversified
graphs. During the optimization, the batch size is 1024, the pre-
training epochs are 100, the learning rate is 0.001, and the value of 𝜏
is set to 0.5. 4) Multi-objective Fine-tuning: The decoder is a 1-layer
LSTM network, which reconstructs a feature cross sequence. The
evaluator is a 2-layer feed-forward network, in which the dimen-
sion of each layer is 200. During optimization, 𝛼 and 𝛽 are 10 and
0.1 respectively, the batch size is 1024, the fine-tuning epochs are
500, and the learning rate is 0.001.
Environmental Settings. All experiments are conducted on the
Ubuntu 22.04.3 LTS operating system, Intel(R) Core(TM) i9-13900KF
CPU@ 3GHz, and 1 way RTX 4090 and 32GB of RAM, with the
framework of Python 3.11.4 and PyTorch 2.0.1.

4.2 Experimental Results
Overall performance. In this experiment, we compare the perfor-
mance of NEAT and baseline models for feature transformation in
terms of F1-score and 1-RAE. Table 1 shows the comparison results.
We can find that in most cases, the NEAT performs the best, and
in the other four cases, it ranks second-best. But NEAT performs
the best across all unsupervised approaches. The underlying dri-
ver for this observation is that NEAT can accurately capture the
internal principle of the features for identifying the optimal fea-
ture space through the integration of unsupervised measurement,
pre-training, and fine-tuning stages. Moreover, another interesting
observation is that NEAT exhibits a higher degree of robustness
and effectiveness in its transformation performance when applied
to classification tasks as compared to regression tasks. A potential
reason for this observation is that NEAT effectively captures the
intricate relationships within the feature space, generating non-
linear features to enhance the distinguishability of the feature space.
Such transformations have more influence on classification tasks
than regression tasks. In conclusion, this experiment shows the
effectiveness of NEAT in feature transformation, underscoring the
great potential of generative AI in this domain.
The impact of the graph contrastive learning based pretrain-
ing. One of the most important novelties of NEAT is to involve
graph contrastive learning to pre-train the transformation embed-
ding space. To analyze the influence of this component, we develop
two model variants: 1) NEAT∗; 2) MOTA [29] is similar to NEAT,
but it lacks the pre-training stage and employs an LSTM encoder.
To ensure fair comparisons, we use our defined feature utility score
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Figure 7: (a) Data collection time comparison in terms of
unsupervised and supervised collectors. Model parameter
size check. (b) Model training and inference time check.

as feature space measurement in both MOTA and NEAT. Figure 4
shows the comparison results on both classification and regression
tasks. We can find that NEAT outperforms NEAT∗ and MOTA in
all cases. The underlying driver is that the pre-training stage ini-
tializes an effective transformation embedding space by capturing
intricate relationships within the feature space. This initialization
integrates with multi-objective fine-tuning to enhance the identifi-
cation of the optimal feature space. Another interesting observation
is that NEAT∗ beats MOTA in most cases. A potential reason is
that the GNN-based encoder is adept at grasping feature-feature
interactions and correlations compared with LSTM to produce an
improved transformation embedding space for better reconstruc-
tion. In summary, this experiment demonstrates the necessity of the
pre-training stage and the importance of the GNN-based encoder.
The impact of unsupervised feature set utility measurement,
RL-based data collector, and initial seeds. In NEAT, to cre-
ate an effective transformation embedding space, we adopt three
strategies: 1) Using an RL-based data collector [28] to automatically
collect high-quality transformation records. 2) Developing an un-
supervised measurement to evaluate the transformation records’
utility. 3) Employing top-ranked transformation sequences, deter-
mined by their feature utility score, as initial seeds to search for
enhanced transformation sequences. We develop three model vari-
ants to study their impact: NEAT+, NEAT− , and NEAT#. Figure 5
shows the comparison results. We find that NEAT surpasses NEAT+,
NEAT− and and NEAT# across all datasets. There are three underly-
ing drivers: a) The RL-based collector can mimic human intelligence
in feature learning to produce high-quality transformation records.
These records help create an informative and distinguishable em-
bedding space to identify the optimal feature space. b) The mean
discounted cumulative gain, which considers the feature value con-
sistency preservation, can better evaluate the feature set utility
compared to feature redundancy. c) NEAT converts feature genera-
tion as a continuous optimization task, in which a good initialization
can enhance the search for the optimal transformation sequence.
Analysis of GPU utilization and convergence speed for NEAT.
To further analyze the GPU utilization and convergence speed of
NEAT, we compare it with both MOAT and NEAT∗. Figure 6 shows
the comparison results. From Figure 6(a), we find that NEAT signif-
icantly saves the required GPU memory compared with MOTA. A
potential reason is that MOTA employs LSTM as the encoder, with
the increase in feature space dimension, the required GPU memory
will increase correspondingly. Instead, NEAT organizes the original



feature space as a feature-feature attributed graph and utilizes GNNs
to aggregate information into embedding. This learning approach
is more memory-efficient. From Figure 6(b), we observe that NEAT
converges faster and achieves lower loss compared with NEAT∗.
A possible reason is that the pre-training stage preserves complex
feature-feature relationships within the transformation embedding
space. This accelerates the learning process of the fine-tuning stage
to achieve model convergence. In summary, this experiment shows
the efficient GPU memory usage and fast convergence of NEAT.
Robustness check. To study the robustness of NEAT, we compare
its transformation performance and other baselines across vari-
ous downstream ML models. We replace the Random Forest (RF)
with XGBoost (XGB), Support Vector Machine (SVM), K-Nearest
Neighborhood (KNN), Decision Tree (DT), and LASSO respectively.
Table 2 shows the F1-score comparison results for the German
Credit dataset. We can find that NEAT consistently exhibits su-
perior performance in most cases. A potential reason is that the
unsupervised feature utility measurement of NEAT leads it to grasp
more general and intrinsic characteristics of the feature space. Such
information is captured independently of the target labels, thereby
enhancing the robustness and generalization capabilities of NEAT.
In summary, this experiment demonstrates the robustness of NEAT,
which maintains consistent performance across various ML models.
Time and space complexity analysis. To check the time and
space complexity of NEAT, we select 6 datasets to compare data
collection time, model parameter size, training time, and inference
time. Figure 7(a) shows the comparison results in terms of the time
cost of the data collector and model parameter size. We find that
the data collector using our defined unsupervised feature utility
measurement requires much less collection time compared with the
supervised collector using the target label. This observation shows
the computational efficiency of our unsupervised measurement. A
possible reason is that the supervised collector has to spend much
time retraining the downstream ML model from scratch at each
iteration. Moreover, we notice that NEAT can maintain a very small
parameter size across all datasets. A potential reason is that our
sampling-based GNN encoder leads NEAT to focus on key informa-
tion within the feature space instead of the global situation, signifi-
cantly increasing the scalability of NEAT. Furthermore, Figure 7(b)
shows the comparison results in terms of training and inference
time costs. We find that once NEAT converges, it can quickly infer
and identify the optimal feature space. The exceptional inference
time of NEAT underscores its great practical potential. We further
compare the time cost of NEAT with various baselines in Appen-
dix 8.3, and analyze the time cost of the different components within
NEAT in Appendix 8.5.
Case study. We employ our proposed unsupervised feature utility
measurement (See Step 3 in Section 3.2) to calculate the feature
importance of the original and transformed feature space respec-
tively using the Wine Quality Red dataset. This task aims to predict
the wine quality using the collected features. Figure 8 shows the
comparison results in terms of the top 10 important features. In
each pie chart, the importance of a feature is indicated by the area of
the corresponding slice. The text labeling each slice of the pie chart
denotes the name of the associated feature. We observe that in the
transformed feature space, 60% of the top 10 features are generated
by NEAT. This contributes to 14.5% improvements in wine quality

Table 2: Robustness check. Test the transformed feature set
on various downstream ML models.

RF XGB SVM KNN DT LASSO

RDG 0.701 0.690 0.694 0.660 0.652 0.666
PCA 0.679 0.641 0.657 0.641 0.676 0.659
LDA 0.596 0.629 0.589 0.622 0.604 0.589
ERG 0.662 0.669 0.599 0.619 0.630 0.684
AFAT 0.639 0.688 0.639 0.643 0.691 0.647
NFS 0.649 0.690 0.695 0.635 0.663 0.672
TTG 0.644 0.690 0.695 0.660 0.663 0.666
GRFG 0.667 0.656 0.685 0.649 0.687 0.676
DIFER 0.656 0.696 0.617 0.658 0.683 0.672

NEAT 0.723 0.707 0.703 0.661 0.692 0.676

F1-Score:0.456
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Figure 8: Case study. Comparison of traceability on the
original feature space and transformed feature space.

prediction. Such an observation indicates that NEAT comprehends
the complex inherent relationships of the feature set, thereby gen-
erating a better feature space. Furthermore, we notice that ’alcohol’
and ’fixed acidity’ are often employed to generate new informative
features, such as ’1/[fixed acidity]’ and ’1/([alcohol]+[fixed acid-
ity])’. The observation aligns with known wine knowledge: alcohol
enhances taste and body, while fixed acidity influences tartness and
stability, collectively determining wine quality.

5 RELATEDWORK
Feature Engineering can derive a new feature set from original fea-
tures to improve downstream predictive performance [5, 8, 17, 32].
Humans can manually reconstruct a feature set with domain knowl-
edge and empirical experiences. These methods are explicit, trace-
able, and explainable, but are incomplete and time-consuming
due to their heavy reliance on domain expertise and empirical
insights. Supervised transformations include exhaustive-expansion-
reduction [11, 12, 14, 16, 19], iterative-feedback-improvement [15,
25, 28, 31, 33, 35], and AutoAI-based approaches [1, 4, 18, 22, 27, 30,
34, 36]. Exhaustive-expansion-reduction methods use explicit [13]
or greedy [6] techniques to construct feature cross, assessing their
impact on downstream ML tasks and then proceeding with feature
selection to keep crucial features. However, these approaches heav-
ily rely on domain knowledge and labels, is hard to construct com-
plex feature crosses, resulting in suboptimal performance. Iterative-
feedback-improvement methods leverage reinforcement learning,
genetic algorithms, or evolution algorithms to formulate feature
transformation as a discrete optimization task, searching for the
optimal feature set iteratively. However, they face exponentially
growing combination possibilities, are computationally costly, hard



to converge, and unstable. AutoAI-basedmethods utilize AutoML [7,
20] techniques to systematically explore various feature crosses in a
structured, non-exhaustive manner. However, they are constrained
by their inability to generate high-order features and their sensitiv-
ity to performance instability. In contrast, unsupervised transforma-
tions like Principal Components Analysis (PCA) [21] don’t rely on
labels. However, PCA is based on a strong assumption of straight
linear feature correlation, only uses addition/subtraction to gener-
ate new features, and leads to only dimensionality reduction rather
than an increase. To fulfill these gaps, we develop a measurement-
pretrain-finetune paradigm, formulating Feature Transformation
as an unsupervised continuous optimization task. This method con-
structs a continuous space with unsupervised graph contrastive
learning, facilitating the generation of the best feature set. By decou-
pling FT from downstream tasks and avoiding ineffective discrete
searches, our approach provides a more efficient solution.

6 CONCLUSION
In this paper, we integrate graph, contrastive, and generative learn-
ing to develop a label-free generative framework for unsupervised
feature transformation learning problems. There are three impor-
tant contributions: 1) We develop an unsupervised measurement
to evaluate feature set utilities, decoupling the framework from
downstream tasks, and avoiding the evaluation of feature sets from
lengthy and expensive experiments. 2) We regard a feature set as
a feature-feature similarity graph and introduce an unsupervised
training paradigm, embedding feature transformation knowledge
into a continuous space through graph contrastive pre-training. 3)
We see feature transformation as a sequential generation task and
develop an encoder-decoder-evaluator structure, which facilitates
the identification of the optimal transformed feature set through
gradient optimization. This structure enables the generation of op-
timal results, avoiding the need to explore exponentially growing
possibilities of feature combinations in discrete space. Extensive
experiments validate the effectiveness, efficiency, traceability, and
clarity of our framework. The superior experimental performance
highlights its potential as a valuable approach for unsupervised
generative feature transformation in large quantities of domains,
such as bioinformatics, health care, finance analysis, etc.
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8 APPENDIX
8.1 RL data collector
Our perspective is to view reinforcement intelligence as a training
data collector in order to achieve volume (self-learning enabled
automation), diversity(exploration), and quality (exploitation). To
implement this idea, we design reinforcement agents to automat-
ically decide how to perform feature crosses and generate new
feature spaces. The reinforcement exploration experiences and cor-
responding accuracy will be used as training data. Specifically, the
approach includes: 1) Multi-Agents: We design three agents to
perform feature cross: a head feature agent, an operation agent, and
a tail feature agent. 2) Actions: In each reinforcement iteration,
the three agents collaborate to select a head feature, an operator
(e.g., +,-,*,/), and a tail feature to generate a new feature. The newly
generated feature is later added to the feature set for the next fea-
ture generation. 3) Environment: The environment is the feature
space, representing an updated feature set. When three feature
agents take actions to cross two features to generate a new fea-
ture and add the new feature to the previous feature set, the state
of feature space (environment) changes. The state represents the
statistical characteristics of the selected feature subspace. 4) Re-
ward Function: The reward is an unsupervised feature set utility
measurement proposed in methodology. 5) Training and Opti-
mization: Our reinforcement data collector includes many feature
cross steps. Each step includes two stages: control and training. In
the control stage, each feature agent takes actions based on their
policy networks, which take the current state as input and output
recommended actions and the next state. The three feature agents
will change the size and contents of a new feature space. We regard
the new feature space as an environment. Meanwhile, the actions
taken by feature agents generate an overall reward. This reward
will then be assigned to each participating agent. In the training
stage, the agents train their policies via experience replay indepen-
dently. The agent uses its corresponding mini-batch samples to
train its Deep Q-Network (DQN), in order to obtain the maximum
long-term reward based on the Bellman Equation.

8.2 Pseudo-code of the algorithm
The entire procedure algorithm is described as Algorithm 1.

8.3 Time complexity check with baselines
We compared our method with baseline methods on 6 selected
datasets over classification and regression tasks to report their time

Algorithm 1: Entire Procedure
Input :The original dataset 𝐷 = (𝑋,𝑦)
Output :The Optimal Transformed Feature set F ∗

1 . Initialize the encoder 𝜙 , decoder𝜓 and evaluator 𝜃 .
2 Unsupervised Measurement (Section 3.2):
3 Develop an unsupervised measurement (MDCG) to assess

the utility of the feature set.
4 Using RL and MDCG to collect 𝑁 training data

�̃� = {F𝑖 ,T𝑖 , 𝑠𝑖 }𝑁𝑖=1
5 Graph Contrastive Pre-training (Section 3.3):
6 for 𝑖𝑛 𝑝𝑟𝑒𝑡𝑟𝑎𝑖𝑛 − 𝑒𝑝𝑜𝑐ℎ do
7 Construct feature-feature similarity graphs F𝑖 → G𝑖 .
8 Graph augmentation G𝑖 → (G𝑖,1,G𝑖,2).
9 Encode: z𝑖,1 = 𝜙 (G𝑖,1), z𝑖,2 = 𝜙 (G𝑖,2)

10 Contrastive learning:
L𝑐𝑙 = − 1

𝑁

∑𝑁
𝑛=1 𝑙𝑜𝑔

𝑒𝑥𝑝 (𝑠𝑖𝑚 (z𝑖,1,z𝑖,2 )/𝜏 ) )∑𝑁
𝑖∗=1,𝑖∗≠𝑖 𝑒𝑥𝑝 (𝑠𝑖𝑚 (z𝑖,1,z𝑖∗,2 )/𝜏 )

,

11 end
12 Multi-Objective Fine-tuning (Section 3.4):
13 for 𝑖𝑛 𝑓 𝑖𝑛𝑒𝑡𝑢𝑛𝑒 − 𝑒𝑝𝑜𝑐ℎ do
14 Encode: z = 𝜙 (G).
15 Estimate: m, 𝜎 .
16 Decode loss: L𝑟𝑒𝑐 = −𝑙𝑜𝑔𝑃𝜓 (T |z).
17 Evaluate loss: L𝑒𝑣𝑡 = 𝑀𝑆𝐸 (𝑠, 𝜃 (z)).
18 Backward: L = 𝛼L𝑒𝑣𝑡 + 𝛽L𝑟𝑒𝑐

19 end
20 Select top-𝑘 transformed feature sets (graphs) (G)𝑘 from �̃� .
21 Encode: (z)𝑘 = 𝜙 ((G)𝑘 ).
22 Update (z)𝑘 with 𝜂 steps: (z+)𝑘 = (z)𝑘 + 𝜂 ∗ 𝜕𝜗

𝜕 (z)𝑘 .

23 Decode: (T +)𝑘 = 𝜓 ((z+)𝑘 ).
24 Optimal Transformed Feature Set:

F ∗ = argmaxS((T +)𝑘 [𝑋 ]).

costs, as shown in Table 3. The unsupervised baselines cost less
time, but are less accurate. Compared with the supervised baselines,
our method costs less time than DIFFER and MOTA and costs a
bit more time than the other four supervised. However, 1). Feature
transformation is not a data preparation step and not timing critical
for most tasks; 2) The time cost increase (mins level) of training
our method is acceptable. Compared with the time costs (days or
months level) of human manual feature engineering, our method
saves time; 3) Although ourmethod costs a bit more time, it achieves
much better feature engineering performance; 4) The inference time
is small and it generates transformed features quickly in 0.6 1.7 s; 5)
Based on such unsupervised and encode-decode generative design,
we can use the strategy of pretraining a foundation model and then
finetuning to reduce training time costs.

8.4 The impact of different RL
We conducted a thorough examination of the impact of training
data generated by policy gradient and value learning reinforcement
learning (RL) algorithms, as well as data generated randomly, as
shown in Table 4. Our findings indicate that training data produced



Table 3: Time cost comparisons with baselines

Dataset RDG(s) PCA(s) LDA(s) ERG(s) AFAT(s) NFS(s) TTG(s) GRFG(s) DIFFER(min) MOTA(min) NEAT(min)

spectf 2.9 0.3 0.3 4.9 3.8 8.2 9.1 282 70.8 156.0 52.3
svmguide3 7.0 0.2 0.8 10.3 8.8 7.1 8.3 373 68.1 191.8 59.7
german 3.6 0.2 0.7 6.0 3.5 6.1 7.9 182 85.6 105.6 78.1

openml_616 27.6 0.2 0.2 34.1 2.6 18.1 24.7 936 75.6 430.1 62.1
openml_618 67.3 0.2 0.2 82.4 3.0 30.9 38.7 821 90.3 373.8 81.7
openml_620 33.4 0.2 0.2 42.1 2.1 17.0 22.6 1131 74.5 500.9 63.8

Table 4: The impact of different RL.

Dataset value iteration RL Policy gradient RL randomly generation

spectf 0.856 0.856 0.823
svmguide3 0.832 0.830 0.821
german 0.723 0.726 0.715

openml_616 0.536 0.540 0.493
openml_618 0.616 0.612 0.520
openml_620 0.584 0.585 0.564

Table 5: Time complexity check of the different components
in NEAT.

Dataset RL(min) Model training(min) Inference(s)

spectf 14.2 38.1 1.1
svmguide3 23.6 36.1 1.1
german 48.5 29.6 0.6

openml_616 22.5 39.8 1.3
openml_618 50.2 31.4 0.8
openml_620 34.3 29.5 0.7

using RL algorithms significantly outperforms randomly generated

data in terms of enhancing model performance. However, it is im-
portant to note that despite the overall superiority of RL-generated
data, the variations in performance between different RL designs
are relatively limited. This suggests that while the choice of using
RL over random generation is crucial for improving results, the
specific type of RL algorithm employed may not drastically alter
the final outcomes.

8.5 Time complexity check of the different
components in NEAT

We reported the computational overheads of 1) RL data collection;
2) model training; 3) inference, as shown in Table 5. We found that
the additional time cost incurred by NEAT occurs during the data
collection and model training phases. However, once the model
converges, NEAT’s inference time is significantly reduced. The
potential driving factors are that the RL-based collector spendsmore
time gathering high-quality data, and the sequence formulation
across the entire feature space increases the learning time cost
for the sequence model. Nonetheless, during the inference phase,
NEAT outputs the entire feature transformation at once, resulting
in a very short inference time.
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