
ar
X

iv
:2

40
6.

12
79

9v
1 

 [
cs

.D
S]

  1
8 

Ju
n 

20
24

Sample-Based Matroid Prophet Inequalities

HU FU, Shanghai University of Finance and Economics, China

PINYAN LU, Shanghai University of Finance and Economics, China

ZHIHAO GAVIN TANG, Shanghai University of Finance and Economics, China

HONGXUN WU, UC Berkeley, USA

JINZHAOWU, Yale University, USA

QIANFAN ZHANG, Princeton University, USA
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the long-standing matroid secretary conjecture.

In this work, we give a (1/4 − Y)-competitive matroid prophet inequality with only$Y (poly log=) samples.

Our algorithm consists of two parts: (i) a novel quantile-based reduction from matroid prophet inequalities to

online contention resolution schemes (OCRSs) with$Y (log=) samples, and (ii) a (1/4 − Y)-selectable matroid

OCRS with $Y (poly log=) samples which carefully addresses an adaptivity challenge.
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1 Introduction

In the classical prophet inequality problem introduced by Krengel and Sucheston [43, 44], = items,
with values E1, E2, . . . , E= drawn independently from known distributions D1,D2, . . . ,D= , arrive
one by one. An algorithm, upon observing the value of each item, must decide irrevocably whether
to take it or discard it forever. The algorithm can take at most one item in total, and aims to
maximize the expected value of the item taken. we measure the performance of an algorithm
via its competitive ratio: an algorithm is 2-competitive (for 2 ∈ [0, 1]) if its expected value is at
least 2 fraction of what can be achieved by a prophet, who knows the realizations of the values
and always takes the highest value max8 E8 , getting in expectation E [max8 E8 ]. Krengel, Sucheston,
and Garling [43, 44] showed that 1/2 is the optimal competitive ratio in this so-called single-item
setting.
Beyond interest of their own as canonical optimal stopping problems, prophet inequalities also

have strong connections with online mechanism design and posted price mechanisms [11, 34].
Many variants beyond the single-item case have been studied extensively (e.g., [1, 2, 12, 15, 22, 23,
26, 27, 29, 31, 33, 38, 42, 50–52]). One of the significant extensions is matroid prophet inequalities

discovered by Kleinberg and Weinberg [42], where the set of items taken is subject to a matroid
feasibility constraint. The single-item setting is the special case when the matroid is the 1-uniform
matroid. Kleinberg and Weinberg [42] presented a 1/2-competitive algorithm that works for any
matroid, which matches the best possible ratio even in the single-item case.
Many existing works on prophet inequalities assumed complete knowledge of distributions,

which may be unrealistic both in practice and for some applications such as prior-independent
mechanism design [4, 19, 37]. It is natural to ask whether similar performance can be achieved with
only limited access to distributions (e.g., historical data points). This question was first formulated
as prophet inequalities with limited information (specifically, sample-based prophet inequalities)
by Azar et al. [3], where the online algorithm only has access to a limited number of samples from
each distribution D8 . Such a sample-based paradigm is closer to practice and naturally provides
some robustness against distribution shifts.
More specifically, there are two particularly interesting facets of the problem:

1. What is the best competitive ratio achievable with a single/constant number of samples?

2. What is the least number of samples needed to achieve a constant competitive ratio?

The first facet was studied by Azar et al. [3]. They showed that a single sample from each dis-
tribution suffices for constant-factor competitive prophet inequalities for a number of feasibility
constraints. Since then, there have been many subsequent works on different settings such as
single-item [53], identical distributions [13, 14, 17, 40], non-adversarial arrivals [16, 18], and vari-
ous other feasibility constraints [9, 41]. While some of these works studied sample-based prophet
inequalities for specific classes of matroids, such as graphic or transversal matroids, not much was
known for general matroids. Notably, Azar et al. [3] design single-sample prophet inequalities via
a black-box reduction to a large subclass of algorithms for secretary problems1. Based on the reduc-
tion, they obtained a single-sample 1/$ (log log rank)-competitive prophet inequality for general
matroids from the state-of-the-art matroid secretary algorithm [30, 45] with the same ratio.
It turns out that the sample-based prophet inequalities and the secretary problem are deeply

connected. In fact, solving either facets completely requires resolving the famousmatroid secretary
conjecture by Babaioff et al. [5]. For example, Caramanis et al. [9] discovered a partial reverse
to the aforementioned reduction of Azar et al. [3]. Very recently, Li [48] obtained a black-box

1The secretary problem [25] is another classical model in online decision making that is closely related to prophet inequali-

ties, where values are chosen adversarially rather than sampled from distributions, but items arrive in a uniformly random

order.
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reduction from the secretary problem to single-sample prophet inequalities (which also extends to
the constant-sample prophet inequalities). As a consequence, simultaneously achieving constant
competitive ratio and constant number of samples implies a constant-factor competitive algorithm
for matroid secretary problem, which would resolve the matroid secretary conjecture.
In this work, we make progress on the second facet of the problem. We show that $Y (log4 =)

samples suffice for (1/4−Y)-competitive prophet inequalities for generalmatroids. Before ourwork,
with even > (=) samples, no constant-factor competitive prophet inequalities for general matroids
were known. This is due to the limitations of previous techniques:

• In the original algorithm of Kleinberg and Weinberg [42], upon the arrival of each item,
its value is compared against a threshold. Crucially, this threshold is the expectation of a
random variable that depends on the items currently taken.
– There is the lack-of-concentration issue with this strategy: Since the values of the items are
unbounded, there is no concentrationwith any bounded number of samples. This prevents
us from estimating the expectation threshold to any non-trivial accuracy.

– Even if the values are bounded andwe have concentration, there is still the adaptivity issue:
The random variable for the item 8 depends on whether items 1, 2, . . . , 8 − 1 are accepted
and, therefore, depends on previous estimates. Even when there is concentration, one still
cannot union bound over such adaptive estimations.

• The approach of Feldman et al. [31] reduces prophet inequalities to online contention reso-
lution schemes (OCRSs). The reduction also needs to set similar thresholds.
– It partially gets around the lack-of-concentration issue by directly using the realization of
some random variable as the threshold (rather than the expectation). To generate one such
realization, they need one sample from each of the distributions D1,D2, . . . ,D=. Due to
the requirement of OCRSs, they must use independent realizations for the = items, this
already requires Ω(=) samples.

– Although there is no adaptivity in the reduction, their OCRSs also require full knowledge
of the distributions. If one tries to implement the OCRSs with samples, a similar adaptivity
issue shows up.

We overcome these two issues with new techniques. Our first technical contribution is a quantile-
based strategy for setting thresholds (in the reduction to OCRSs) and its analysis. Roughly speak-
ing, we use themedian of some random variables as thresholds, which is reminiscent of the classical
Samuel-Cahn [54] result for the rank-1 case. With a few samples, the estimate of the median is
guaranteed to be a (1/2− Y, 1/2+ Y) quantile for some Y > 0 with high probability. This overcomes
the lack-of-concentration issue. The analysis of this strategy is highly nontrivial and involves a
weighted generalization of matroid strong basis exchange lemma from submodular optimization
literature. To the best of our knowledge, it has not been applied to matroid prophet inequalities
before. More details are discussed in Section 3.1.
Our second contribution is a sample-basedmatroidOCRS overcoming the adaptivity issue, which

is an interesting result on its own. To obtain such OCRS, we necessarily need to randomize the ma-
troid OCRS of Feldman et al. [31] in an ingenious way to handle adaptivity. The approach we use
is specific to OCRSs and differs from the usual randomization methods in adaptive data analysis.
More details are discussed in Section 4. In conclusion, we believe that this work brings interesting
techniques to the study of matroid prophet inequalities with limited information.

1.1 Further Related Works

Feldman et al. [31] introduce the concept of Online Contention Resolution Schemes (OCRSs) and
present a 1

4 -selectable OCRS for matroids. Our sampled-based OCRS in Section 4 is based on their
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algorithm. This algorithm is later improved by Lee and Singla [46] who obtain a 1
2 -selectable ma-

troid OCRS by a clever reduction to the matroid prophet inequalities problem. OCRSs are also
considered in other settings including matching [27], knapsack problem [39], and :-uniform ma-
troids [20, 39]. Recent studies have expanded to investigate OCRSs with limited information. Fu
et al. [32] show that there exists a 1

4
-selectable oblivious OCRS for rank-1 matroids. In contrast,

for graphical and transversal matroids, they prove that no OCRS utilizing a constant number of
samples can attain a constant selectability. Santiago et al. [55] address a scenario in which the
marginal active probability G4 is disclosed upon the arrival of element 4 . They provide a constant
selectable random-order OCRS for graphical matroids.
Online decision making with limited information is attracting growing attention. In addition

to the sample-based prophet inequalities discussed earlier, Li et al. [47] explore I.I.D. prophet in-
equalities with only access to quantile queries and Nuti and Vondrák [49] study maximizing the
probability of selecting the largest number in the secretary problemwith a single sample. There are
some works on posted-price mechanisms that also imply prophet inequalities with polynomially
many samples [6, 22].

2 Preliminaries

Throughout the paper, we use bold letters v, x to denote vectors and E8 , G8 to denote their entries.

Prophet Inequalities. In the prophet inequality problem, we are given a ground set of items* =

[=], a downward-closed family of feasible sets F ⊆ 2* , and a distribution D8 for each 8 ∈ * . Items
arrive in a fixed order 1, 2, . . . , =.2 As each item arrives, a value E8 independently drawn fromD8 is
revealed to the algorithm, and an irrevocable decision must be made whether to include the item
in the output �, while keeping � ∈ F .
For 2 ∈ [0, 1], we say the algorithm induces a 2-competitive prophet inequality for F if, for any
D1,D2, . . . ,D=,

E

[∑

8∈�
E8

]
≥ 2 E

[
max
(∈F

∑

8∈(
E8

]

where the expectation is taken with respect to the joint distribution ofD1,D2, . . . ,D= and internal
randomness of the algorithm (including samples in the limited information setting).
In the limited information setting, instead of distributions D1,D2, . . . ,D=, the algorithm will

take a number of samples from each D8 as the offline input. We say an algorithm uses : samples
if it takes : samples from each D8 .

Online Contention Resolution Schemes (OCRSs). Given a ground set of elements * = [=] and a
downward-closed family of feasible sets F ⊆ 2* , we can define the polytope of F as the convex
hull of all characteristic vectors of feasible sets:

PF = conv({1� | � ∈ F }) ⊆ [0, 1]= .
An OCRS for PF takes an vector x ∈ PF as input. Let '(x) ⊆ * be a random set where each

element 8 ∈ * is in '(x) with probability G8 independently. The algorithm sees the membership
in '(x) of the elements in* arriving in a fixed order 1, 2, . . . , =;2 when each element 8 ∈ * arrives,
if it is active (i.e., 8 ∈ '(x)), the OCRS must decide irrevocably whether to include 8 in its output �
while keeping � ∈ F .
2Our sample-based algorithm for matroid prophet inequality/OCRS actually works against almighty adversary, who deter-

mines the arrival order adaptively with full knowledge of all realizations of randomness and the decisions made by the

algorithm (see Remark 3.7 for details). Nevertheless, we assume a fixed order (i.e., against offline adversary) throughout the

paper for ease of reading.
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For 2 ∈ [0, 1], an OCRS is said to be 2-selectable for F if, for any x ∈ PF ,
Pr[8 ∈ � | 8 ∈ '(x)] ≥ 2 ∀8 ∈ *

where the probability is measured with respect to '(x) and internal randomness of the OCRS
(including samples in the limited information setting).

In the limited information setting, instead of x , the algorithm will take a number of samples of
'(x) as the offline input. We say an OCRS uses : samples if it takes : samples of '(x).

Matroids. A matroid M = (* ,I) is defined by a ground set of elements * = [=] and a non-
empty downward-closed family of independent sets F ⊆ 2* with the exchange property, i.e., for
every �, � ∈ I where |�| > |� |, there exists some 8 ∈ � \ � such that � ∪ {8} ∈ I. Some notations
for matroids are used throughout the paper:

• The rank of a set ( ⊆ * is the size of the largest independent set contained in ( :

rank(() = max{|� | | � ∈ I, � ⊆ (}.
• The span of a set ( ⊆ * is the set of elements that is not independent from ( :

span(() = {8 ∈ * | rank(() = rank(( ∪ {8})}.
• An independent set ( ∈ I is called a basis if it spans the ground set, i.e., span(() = * .
• The restriction ofM to a set ( ⊆ * is a matroidM|( = ((,I|( ) = ((, {� ∈ I | � ⊆ (}).
• The contraction ofM by a set ( ⊆ * is a matroidM/( = (* \ (,I′) where

I′ = {� ∈ I|* \( | rank(� ) + rank(() = rank(� ∪ ()}.
The polytope of a matroidM can be represented as

PM =

{
x ∈ [0, 1]=

�����
∑

8∈(
G8 ≤ rank((),∀( ⊆ *

}
.

3 Matroid Prophet Inequalities from Samples

In this section, we reduce the matroid prophet inequality to matroid OCRS using only $Y (log=)
samples. Together with our $Y (log4 =)-sample matroid OCRS, which we will present in Section 4,
it proves the following theorem.

Theorem 3.1. With$Y (log4 =) samples, there is a ( 14 −Y)-competitive prophet inequality for general

matroids of size = and any Y > 0.

3.1 Overview of Our Techniques

Before getting into our matroid prophet inequalities, let us first sketch the main idea and compar-
ison with prior works.

Notations. For simplicity, we now define a minimum set of notations that we will only use in
this subsection. In the following, we assume that the items arrive in order 1, 2, . . . , = and �8 is the
set of items accepted by our prophet inequalities among the first 8 items.
For subsets (,� ⊆ [=], we will use the random variable

OPTv ((,�) def= max{E (� ) | � ⊆ (, � ∪� ∈ I}
to denote the maximum-weight subset � ⊆ ( , such that, � ∪ � is an independent set. For any
independent set � , we define

gv8 (� )
def
= min{E 9 | 9 ∈ � , � − 9 + 8 ∈ I}
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to be the minimum value among the elements 9 ∈ � that 8 can exchange with. The existence of 9
is guaranteed by the exchange property of matroids.

Approaches in prior works. Most matroid prophet inequalities follow a very general threshold-
based framework:

• Before the arrival of an item 8 , select a threshold )8 . If the value of 8 exceeds the threshold,
we call it an active item.
• Then either accepts all active items whenever possible, or performs contention resolution
over the active items.

Therefore, the key to designing matroid prophet inequalities is choosing the appropriate thresh-
olds {)8 }8∈[= ]. Below, we list several popular choices. and explain why they break down in the
sampled-based setting:

• (Expectation-based.) In the optimal matroid prophet inequalities by Kleinberg and Weinberg
[42], )8 is set to

1
2 EE [gv8 (OPT

v ( [=] \ �8−1, �8−1))]. After their arrivals, all active items are
accepted.
Such expectation-based thresholds )8 are ubiquitous in the prophet inequalities and posted-
price mechanisms literature (e.g. [29, 33]). However, in sample-based setting, consider an
item which has a large value =10 with probability 1/= and otherwise has a value of 0. With
only$ (poly log=) samples, one cannot hope to see it realized with the large value, and there-
fore cannot estimate the expectation.

• (Fresh-samples-based.) In the reduction to OCRS by Feldman et al. [31], they draw a fresh

sample v
′
−8 ∼ D−8 for each arriving item 8 . The threshold )8 is set to g

v
′

8 (OPTv
′), where

OPTv
′
= OPTv

′ ( [=], ∅) is the maximum-weight independent set with respect to v
′. After-

wards, the algorithm performs online contention resolution among those active items.
This approach is later used in prophet inequalities for :-uniform matroids [20, 39] and bi-
partite matching [28]. By definition, each threshold in {)8 }8∈[= ] requires one sample of the
entire valuation vector v. In total, the reduction needs Ω(=) samples.

• (Single-sample-based.) Naturally, one can try to instantiate the same fresh-samples-based
thresholds with only a single sample v′ shared among all items. This idea was explored by
Dughmi [21] in matroid secretary, which is a slightly different setting.
The problem is that OCRS requires the events �8 that item 8 is active to be independent for
different 8 ∈ [=]. Using a single sample introduces positive correlations between these events.
Dughmi [21] shows that such positive correlated items still admit a constant-selectable CRS,
but a constant-selectable OCRS for these items will imply the resolution of matroid secretary
conjecture.

Our Approach. (Quantile-based.) Historically, for single-item prophet inequalities, the seminal
result by Samuel-Cahn [54] shows that the median of the maximum value distribution gives the
optimal 2-approximation. Such quantile-based thresholds are extended to the :-uniform matroids
by Chawla et al. [10]. Naturally, one might wonder: Is such a choice still applicable to general
matroids? To the best of our knowledge, this question still remains unexplored (no matter whether
you allow contention resolution at the end or not).
In the sample-based setting, because previous thresholds break down, we are forced to under-

stand quantile-based thresholds. Recall that OPTv
= OPTv ( [=], ∅) is the maximum-weight inde-

pendent set with respect to random valuation v. In this work, we essentially set the threshold )8
to be the (approximate) median of gv8 (OPTv). (For simplicity, let us assume all )8 ’s are the exact
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medians throughout this overview.) Then apply contention resolution. At first glance, this expres-
sion may look similar to the fresh-samples-based thresholds of Feldman et al. [31]. However, note
that they are using the realization of a fresh sample v′ for each threshold)8 . But here we estimate
the medians used to set all)8 ’s using the same set of$Y (log=) samples.

Main Difficulty. To show that such thresholds, together with OCRS, provide a constant approx-
imation, one needs to lower bound the total weight of active elements. That is, we wish to show
that the contribution from nonactive items,

∑
8∈[= ] E8 · 1[E8 < )8 ], is at most that from active items∑

8∈[= ] E8 · 1[E8 ≥ )8 ]. This turns out to be a non-trivial task.
For example, let us examine the case of :-uniform matroids. In this case, gv8 (OPTv) is always

equal to the :-th largest value among all the items, denoted by E [:]. Let ) ′ be the median of this
value E [:]. We first set a deterministic benchmark, : ·) ′:

• With probability 1/2, we know that E [:] ≥ ) ′ and that the contribution of active elements∑
8∈[= ] E8 · 1[E8 ≥ )8 ] is at least : · ) ′ in this case. There is no contribution from nonactive

items.
• With the other 1/2 probability, we know that E [:] < ) ′ and the contribution of nonactive
items

∑
8∈[= ] E8 · 1[E8 < )8 ] can be at most : ·) ′ in this case.

Thus, we know that
∑

8∈[= ] E8 · 1[E8 ≥ )8 ] ≥ : ·) ′/2 ≥
∑

8∈[= ] E8 · 1[E8 < )8 ] .We note that it is
crucial that we are using a global argument: It first “gathers” the contribution of those elements
8 with E8 ≥ ) ′, comparing it against a benchmark : · ) ′. Then it “gathers” all the contribution of
those elements with E8 < )

′ and upper bounds it with the benchmark.
We note that such a global argument is necessary in a certain sense. Consider the following

example: We add a new element that is deterministically ) ′ − Y to the :-uniform matroid. It is
always below the threshold ) ′, but is in the optimal solution with probability 1/2. This results in
a non-negligible contribution of () ′ − Y)/2. Since it is never active, we are forced to “gather” the
contribution of (possibly many) other active elements to compare with it.
Now, generalizing this argument to an arbitrary matroid, it is a priori not clear what the de-

terministic benchmark should be. We show that the weight of the optimal independent set w.r.t.
weights {)8 }8∈[= ], i.e. OPT) is a good benchmark. To prove that

∑
8∈[= ] E8 ·1[E8 ≥ )8 ] ≥ OPT) /2 ≥∑

8∈[= ] E8 · 1[E8 < )8 ], we need a weighted generalization of the strong basis exchange property
(Lemma 3.8), which was used in submodular maximization [8] and has not been applied to prophet
inequalities before.
Finally, to avoid losing competitive ratio in this reduction, we slightly generalize this approach

and set multiple thresholds using different quantiles.

3.2 Reduction from Matroid Prophet Inequality to OCRS with Samples

Recall that we useM = (* ,I) to denote a matroid (where * = [=]), and for each item 8 ∈ * , its
value E8 is drawn independently from D8 . For simplicity, we assume that all D8 ’s are continuous
distributions. For general distributions with point masses, a standard tie-breaking technique can
be applied. For completeness, we include it in Appendix A.1.
We first give some useful notations that we will use in this subsection. Given the realization of

values v, we define OPT(v) def= max(∈I
∑

9∈( E 9 as the value of the maximum independent set and

OPT8 (v-8)
def
= max(∈I,8∉(

∑
9∈( E 9 as the optimal value when item 8 is removed. We assume w.l.o.g.

that every OPT8 (v-8 ) is a basis. We can always add dummy elements with zero value to ensure it.
For simplicity of notation, we omit v when there is no obfuscation and abuse OPT,OPT8 to denote
both optimal sets of items and their total values.
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Given v-8 , define g8 to be the smallest value among the items in OPT8 that 8 can exchange with.

That is to say, g8 (v-8)
def
= min{E 9 | OPT8 − 9 + 8 ∈ I}. Again, we omit v-8 when it is clear from the

context.
The following observations regarding g8 are useful in our later analysis.

Observation 3.2. Fixing v-8 , if E8 > g8 (v-8 ), 8 ∈ OPT(v); if E8 < g8 (v-8), 8 ∉ OPT(v).3

Proof. Let 9 be the item whose value equals g8 . In the case when E8 > g8 , consider exchanging
8 with 9 in OPT8 . This results in a basis of value OPT8 −g8 + E8 > OPT8 . Hence OPT8 is not optimal,
and consequently 8 ∈ OPT.
For the other direction, we prove by contradiction. Suppose 8 ∈ OPT, by Lemma A.1, there is

an element 9 ∈ OPT8 such that OPT−8 + 9 and OPT8 − 9 + 8 are both bases. Since OPT−8 + 9 ∈ I,
by optimality of OPT, E 9 ≤ E8 . Moreover, since OPT8 − 9 + 8 ∈ I, by the definition of g8 , we have
g8 ≤ E 9 . Hence g8 > E 9 implies 8 ∉ OPT. �

Observation 3.3. Suppose 8 ∈ OPT, 9 ∉ OPT and OPT−8 + 9 ∈ I. Then E8 ≥ g 9 .
Proof. Since 9 ∉ OPT, we have OPT 9 = OPT. Together with the fact that OPT−8 + 9 is also an

independent set, we have g 9 ≤ E8 (by the definition of g 9 ). �

Our algorithm consists of two stages. In the first stage, we estimate the thresholds {) (: )8 } from
$ (log=) samples. In the second stage, we use an OCRS to select a subset of active elements, which
is sampled by an activation rule defined with thresholds. We present the first stage in the rest of
this section. Let< = ⌊log1+Y (1/Y)⌋.

Learning Thresholds. Given # i.i.d. samples vB ∼ ×8D8 , where B ∈ [# ]. For each item 8 , let )
(: )
8

be the ⌈Y (1 + Y):# ⌉-th smallest value in {g8 (vB-8 ) | B ∈ [# ]} for 0 ≤ : << and)
(<)
8 = ∞.

The next lemma states that the thresholds {) (: )8 }8∈* approximate the functions ?8 (E) def= Pr [8 ∈
OPT | E8 = E] within Y error. The proof is a direct application of Chernoff bound and we defer
it to Appendix A.2. Let ?: = Y (1 + Y): − Y2 for 0 ≤ : < <. Note by Observation 3.2, we have

?8 (E) = Pr[E > g8] for any fixed E , and {) (: )8 } are fixed values (instead of random variables) here.

Lemma 3.4. For any Y ∈ (0, 1), with # = $ (log( 2=<Y ) · Y−4) samples, ?8 () (: )8 ) = Pr[) (: )8 > g8] ∈
[?: , ?: + 2Y2] for all 8 ∈ * and 0 ≤ : << with probability at least 1 − Y. We refer to such thresholds

as good thresholds.

Once we have estimated these thresholds, we view them as fixed value rather than random
variables (i.e. conditioning on the value of these thresholds). This is important for the independence
required by OCRSs.

Activation Rule. With these thresholds, we specify a rule of determining whether an item 8 is

active. If E8 ∈ [) (: )8 ,)
(:+1)
8 ) for some 0 ≤ : < <, let 8 be active with probability ?: ; else E8 ∈

[0,) (0)8 ), let 8 be active with probability 0. Let G8 = Pr [8 is active], where the probability space
only involves randomness of E8 ∼ D8 .
For any v ∼ ×8D8 , we can then apply this activation rule to each of the items to generate a set

of active items. It is important that in this stage, we do not reuse the samples from the first stage.
The reason is that there are correlations between the thresholds we learnt for different items, but
OCRS requires each item to be active independently. Thus we treat the thresholds now as fixed
values and use the real realization of v to generate '(x). Observe that, in this way, each element
is active independently.

3We ignore the equality case which happens with zero probability.
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Lemma 3.5. If {) (: )8 } are good thresholds, then x ∈ PM .

Proof. Let G∗8 = Pr [8 ∈ OPT] for every 8 ∈ * . Since OPT ∈ I, we have x∗ ∈ PM . Consider the
conditional probability of 8 being active when E8 = E .

• If E < )
(0)
8 , Pr [8 is active | E8 = E] = 0 ≤ ?8 (E).

• If E ∈ [) (: )8 ,)
(:+1)
8 ) for 0 ≤ : <<, we have

Pr [8 is active | E8 = E] = ?: ≤ ?8 () (: )8 ) ≤ ?
8 (E),

where the first inequality follows from the definition of )
(: )
8 and the second inequality fol-

lows from the monotonicity of the function ?8 .

Therefore, for each 8 ∈ * ,

G8 =

∫

E

Pr [8 is active | E8 = E] dD8 (E) ≤
∫

E

?8 (E)dD8 (E) = G∗8 ,

that concludes the proof of the lemma. �

Furthermore, the expected values of active items are large compared to the expected optimum.
This is the most technical lemma and the proof is built on a monotone basis exchange lemma
(Lemma 3.8) for matroids from [8].

Lemma 3.6. If {) (: )8 } are good thresholds, then E [∑8∈' (x) E8] ≥ (1 −$ (Y)) · E [OPT].

Proof. We defer its proof to Section 3.3. �

Now, we have all the components to prove our main theorem.

Theorem 3.1. With$Y (log4 =) samples, there is a ( 14 −Y)-competitive prophet inequality for general

matroids of size = and any Y > 0.

Proof. Wefirst use$Y (log=) samples to learn the thresholds {) (: )8 }. By Lemma 3.4 and Lemma3.5,
the thresholds are goodwith at least (1−Y) probability and the corresponding activation rule results
in a valid x ∈ PM . We then use $Y (log4 =) samples to learn the corresponding ( 14 − Y)-selectable
OCRS by Theorem 4.1. Finally, in the real run of the prophet inequality, upon the arrival of an item
8 , we use the activation rule constructed above to decide whether 8 active and feed it to the OCRS.

Let ALG be the random set of elements selected by the algorithm. Let E be the event that {) (: )8 }
are good thresholds.

E

[ ∑

8∈ALG
E8

]
≥ Pr [E] · E

[ ∑

8∈ALG
E8

����� E
]

≥ (1 − Y) ·
(
1

4
− Y

)
E



∑

8∈' (x )
E8

������
E


(Lemma 3.4 and Theorem 4.1)

≥ (1 − Y) ·
(
1

4
− Y

)
· (1 −$ (Y)) · E [OPT] (Lemma 3.6)

=

(
1

4
−$ (Y)

)
· E [OPT] ,

that concludes the proof of the theorem. �
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Remark 3.7 (Against almighty adversary). Although here we state the prophet inequality problem

with offline adversary, i.e., assuming the items arrive in a fixed order 1, 2, . . . , =, our sample-based al-

gorithm actually works against stronger almighty adversary, who determines the arrival order adap-

tively with full knowledge of all realizations of randomness and the decisions made by the algorithm.

The reason is that the thresholds are computed in a non-adaptive way (by using samples only), and the

sample-based OCRS is a greedy OCRS, which works against almighty adversary (see [31] for details).

3.3 Proof of Lemma 3.6

Observe that we select items in a conservative way, in the sense that Pr [8 is active | E8 = E] ≤
Pr [8 ∈ OPT | E8 = E] for all 8, E . Nevertheless, we prove that the expected values of the active items
are Y-close to the optimum.
We will need the following monotone basis exchange lemma for matroids. For completeness,

we include a proof of it in Appendix A.3.

Lemma 3.8 (Lemma 2.4, [8]). Let M = (* ,I) be a weighted matroid with weight function F :
* → R≥0. Suppose � ∈ I is the basis with maximum total weight. For every basis �, there exists a

bijection 5 : � → � such that for all G ∈ �, � − 5 (G) + G is a basis and F (5 (G)) ≤ F (G). Moreover,

the bijection 5 satisfies 5 (G) = G for all G ∈ � ∩ �.

It is worthwhile to make a comparison to the following lemma in the literature.

Lemma 3.9 (Lemma 1, [42]). LetM = (* ,I) be a weighted matroid with weight functionF : * →
R≥0. Suppose� ∈ I is the basis with maximum total weight. For every basis �, there exists a bijection

6 : � → � such that for all ~ ∈ �, � − 6(~) + ~ is a basis and F (6(~)) ≥ F (~).

Observe that the only difference between the two lemmas is the direction of the mappings 5 , 6.
We note that for every bijection 6 such that � − 6(~) +~ is a basis, we must haveF (6(~)) ≥ F (~)
as otherwise F (� − 6(~) + ~) > F (�). In contrast, Lemma 3.8 does not hold for every bijection 5
such that � − 5 (G) + G is a basis.
Now, we are ready to prove Lemma 3.6. The crucial part is to bound the contribution of those

items with E8 < )
(0)
8 .

Lemma 3.10. If {) (: )8 } are good thresholds,

E

[ ∑

8∈OPT
E8 · 1

[
E8 < )

(0)
8

]]
≤ $ (Y) · E [OPT] .

Proof. Let, = argmax(∈I
∑

8∈( )
(0)
8 be the maximum weighted basis where item 8 has value

)
(0)
8 . Fix arbitrary v and OPT(v), by Lemma 3.8, there exists a bijection 5 :, → OPT such that

for any 9 ∈, , OPT−5 ( 9 ) + 9 ∈ I and)
(0)
5 ( 9 ) ≤ )

(0)
9 . Moreover, for all 9 ∈, ∩ OPT, 5 ( 9 ) = 9 .

By Observation 3.2, for every 9 ∈ , ∩ OPT, we have 5 ( 9 ) = 9 and E 9 ≥ g 9 (v- 9 ). For every
9 ∈ , \ OPT, by Observation 3.3, we also have E 5 ( 9 ) ≥ g 9 (v- 9 ). Hence, E 5 ( 9 ) ≥ g 9 for all 9 ∈ * .
Consequently,

Pr

[
E 5 ( 9 ) ≥ ) (0)9

]
≥ Pr

[
g 9 (v- 9 ) ≥ ) (0)9

]
≥ 1 − Y − Y2, (1)

where the last inequality holds when {) (: )8 } are good. Then,

E

[ ∑

8∈OPT
E8

]
= E

[∑

9∈,
E 5 ( 9 )

]
≥ E

[∑

9∈,
)
(0)
9 · 1

[
E 5 ( 9 ) ≥ ) (0)9

]]
≥ (1 − Y − Y2)

∑

9∈,
)
(0)
9 . (2)
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Recall that by the construction of 5 , we have that )
(0)
5 ( 9 ) ≤ )

(0)
9 , ∀9 ∈ , . Equivalently, we have

)
(0)
5 -1 (8 ) ≥ )

(0)
8 , ∀8 ∈ OPT. Finally,

E

[ ∑

8∈OPT
E8 1

[
E8 < )

(0)
8

] ]
≤ E

[ ∑

8∈OPT
E8 1

[
E8 < )

(0)
5 -1 (8 )

] ]
≤ E

[ ∑

8∈OPT
)
(0)
5 -1 (8 ) 1

[
E8 < )

(0)
5 -1 (8 )

] ]

= E

[∑

9∈,
)
(0)
9 1

[
E 5 ( 9 ) < )

(0)
9

] ] (1)
≤ (Y + Y2)

∑

9∈,
)
(0)
9

(2)
≤ Y + Y2

1 − Y − Y2 E [OPT] ≤ $ (Y) · E [OPT] . �

Proof of Lemma 3.6. For every 8 ∈ * and E ∈ [) (: )8 ,)
(:+1)
8 ), we have

?8 (E) ≤ ?8 () (:+1)8 ) ≤ Y (1 + Y):+1 + Y2 ({) (: )8 } are good)
≤ (1 +$ (Y)) · (Y (1 + Y): − Y2)
= (1 +$ (Y)) Pr [8 ∈ '(x) | E8 = E] . (activation rule)

Therefore,

E

[ ∑

8∈OPT
E8 1

[
E8 ≥ ) (0)8

] ]
=

∑

8∈*

∫ ∞

)
(0)
8

E?8 (E)d�8 (E)

≤ (1 +$ (Y))
∑

8∈[= ]

∫ ∞

)
(0)
8

E Pr [8 ∈ '(x) | E8 = E] d�8 (E)

= (1 +$ (Y)) E


∑

8∈' (x )
E8


.

Combining this inequality with Lemma 3.10, we conclude that

E



∑

8∈' (x)
E8


≥ 1

1 +$ (Y) E
[ ∑

8∈OPT
E8 1

[
E8 ≥ ) (0)8

]]

=
1

1 +$ (Y)

(
E [OPT] − E

[ ∑

8∈OPT
E8 1

[
E8 < )

(0)
8

] ])
≥ 1

1 +$ (Y) E [OPT] . �

4 Matroid OCRS from Samples

Motivated by our sample-based reduction, our goal now is to design a constant selectable matroid
OCRS using polylogarithmic samples. A previous work [32] studied lower bounds for this problem.
Upon careful inspection, their counterexample shows that any constant selectable matroid OCRS
requires Ω(log=) samples. (Details are given in Appendix C.) In this work, we design a matroid
OCRS with $Y (log4 =) samples:

Theorem 4.1. With $Y (log4 =) samples, there is a ( 14 − Y)-selectable OCRS for general matroids of

size = and any Y > 0.

Our OCRS is based on the matroid OCRS proposed by Feldman et al. [31]. Recall that in online
contention resolution, each element 4 ∈ # is active independently with probability G4 . Let '(x) be
the random set of active elements. For sample-based schemes, this vector x is hidden, instead the
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algorithm gets B samples of '(x). To implement the algorithm in [31], it suffices to implement an
oracle that answers queries of form Pr[4 ∈ span('(x) ∪ ()] for element 4 ∈ # and subset ( ⊆ #
with error up to Y.

For a single fixed query, evaluating the empirical probability over
log(=)
Y2

samples guarantees the
success with high probability. At first sight, it is tempting to argue that these samples suffice by
a union bound over all poly(=) queries made by their algorithm. However, such argument is only
true for non-adaptive queries. For adaptive queries, the error in the answers to previous queries
can reveal information about the samples that leads to a problematic query. Resolving this issue
is a central problem in adaptive data analysis. As the OCRS by Feldman et al. [31] dynamically
updates the set ( based on previous queries, it makes poly(=) highly adaptive queries. Studies in
adaptive data analysis show that, in general, answering these many adaptive queries up to Y = 0.1
error already requires poly(=) samples [36, 57]. In our work, we protect against such adaptivity
with new ideas that are specific to OCRSs.

4.1 Recap: Chain Decomposition

In this section, we briefly sketch the idea of the OCRS by Feldman et al. [31]. We are given a
matroid M = (* ,I), where * = [=] is the universe, and I is the family of independent sets.
Suppose x ∈ 1 · PM is a vector within the matroid polytope shrank by a factor of 1, where 1 is a
constant factor that we will pick later. Each element 4 ∈ * is active independently with probability
G4 . Let '(x) be the random set of active elements (w.r.t. the vector x).

Protected elements. Consider the greedy algorithm that always takes an active element whenever
possible. Its selectability for an element 4 ∈ * can be lower-bounded:

Pr [4 is accepted by greedy | 4 is active] ≥ 1 − Pr[4 ∈ span('(x) \ {4})] .
The idea of chain decomposition is that we are going to protect those elements 4 ∈ * with a
selectability less than 1 − 2 . We prioritize those elements by adding them to a set of protected
elements ( . Now the modified greedy algorithm is going to pretend that all elements in ( are
already taken at the beginning, then take any active element whenever possible. As the set ( is
now nonempty, the selectability for an element 4 ∈ * \ ( becomes

Pr [4 is accepted by modified greedy | 4 is active] ≥ 1 − Pr[4 ∈ span('(x) ∪ ( \ {4})] .
There may be new problematic elements with this probability less than 1 − 2 . We then have to
enlarge the set ( by adding those elements. In this way, the set ( is dynamically changing based on
the result of the previous queries of such a probability. Then new queries depend on the changing
( , which makes them highly adaptive in nature. This process is summarized in Algorithm 1. It
takes a submatroid (#,I|# ) for # ⊆ * and returns the protected set ( for that submatroid. We
note that although the choice of the element 4 at Line 3 is arbitrary, the returned set ( is always
unique. (See Appendix B.1.)

ALGORITHM 1: Select protected elements for #

1 Function Select(# , 2)

2 ( ← ∅
3 while ∃4 ∈ # \ (, Pr [4 ∈ span((('(x) ∩ # ) ∪ () \ {4})] > 2 do

4 add such element 4 to ( .

5 end

6 return (
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Chain decomposition. After selecting the protected set ( , note that the elements outside ( can
be handled by the modified greedy algorithm and achieve (1 − 2)-selectability. Furthermore, the
following lemma guarantees that set ( returned by Select(#, 2) is always of a smaller rank than
# when 1 ≤ 2 .

Lemma 4.2 (Section 2.1.1, [31]). For any submatroid (#,I|# ), vector x ∈ 1 · PM , and 2 > 0, we
always have

rank(() < 1

2
· rank(# ) where ( = Select(#, 2).

Proof. We include a proof in Appendix B.2 for completeness. �

Therefore, as long as we pick 2 ≥ 1, the subproblem in ( is always strictly smaller. We can
recursively apply the idea to the submatroid ((,I|( ). This leads to the following algorithm:

ALGORITHM 2: Chain decomposition in Feldman et al. [31]

1 Procedure Decompose(* , 2)

2 #0 ← *

3 ℓ ← 0

4 while #ℓ ≠ ∅ do
5 #ℓ+1 ← Select(#; , 2)

6 ℓ ← ℓ + 1
7 end

By Lemma 4.2, when 1 < 2 − Y, it is guaranteed to terminate in ℓ = $Y (log=) steps and produce
the following chain decomposition

∅ = #ℓ ( #ℓ−1 ( · · · ( #1 ( #0 = * where #8+1 = Select(#8 , 2) for 0 ≤ 8 < ℓ.

The final OCRS in [31] is simply running Algorithm 3, a modified greedy algorithm, for each layer
#8 \ #8+1 separately.

ALGORITHM 3: Modified greedy algorithm for #8 \ #8+1

1 �← ∅ ; // Here � is the set of accepted elements.

2 for each arriving element 4 ∈ #8 \ #8+1 do
3 if � ∪ #8+1 ∈ I then

4 �← � ∪ {4}
5 end

6 end

7 return �

In otherwords, Algorithm3 is equivalent to a greedy algorithm running on thematroidM|#8
/#8+1,

which isM restricted to #8 and then contracted by #8+1. It is easy to see that running Algorithm 3
for every 0 ≤ 8 < ℓ together always produces an independent set ofM. And the selectability of
any element 4 ∈ #8 \ #8+1 is

Pr [4 is accepted | 4 is active] ≥ 1 − Pr [4 ∈ span((('(x) ∩ #8 ) ∪ #8+1)) \ {4})] ≥ 1 − 2.
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4.2 Selecting Protected Elements with Samples

Now, we move on to introduce our sampled-based OCRS. As a natural first step, let us first try to
implement Algorithm 1 with samples:

ALGORITHM 4: Select protected elements for # , with samples

1 Function �Select(# , 2)

2 Let '1, '2, . . . , 'B be B fresh realized samples from '(x)
3 For any event � ('), define P̂r[�] ≔ 1

B

∑B
8=1 1[� ('8 )]

4 (̂ ← ∅
5 while ∃4 ∈ # \ (, P̂r[4 ∈ span(((' ∩ # ) ∪ (̂) \ {4})] > 2 do
6 add such element 4 to (̂

7 end

8 return (̂

Suppose that the algorithm returns a final set (̂ . In order for the chain decomposition approach
to work, we need the following property: For some constant 2′ strictly less than 1,

Pr' (x )
[
4 ∈ span((('(x) ∩ # ) ∪ (̂) \ {4})

]
≤ 2′, ∀4 ∈ # \ (̂ . (3)

It is tempting to think that if we take B =
log=

X2
samples, by concentration, we will be able

to use P̂r[�] to answer polynomially many Pr[�] queries up to X error with high probability,
which ensures this property with 2′ = 2 − X . This is only true for non-adaptive queries. Here, in

Algorithm 4, it is crucial that the algorithm maintains a dynamic set (̂ and adaptively discovers
new elements that need to be protected. The issue with adaptive queries is that the error in the
previous answers reveals information about the samples.
Looking closer, Algorithm 4 compares the answer to those Pr[�] queries with a threshold 2 .

Consider a single Pr[�] query for estimating Pr [4 ∈ span((('(x) ∩ # ) ∪ (̂) \ {4})]. If the true

answer is less than 2 − X (or greater than 2 + X), with high probability, the estimate returned by P̂r
will also be below (or above) the threshold 2 . Adaptivity appears when the true answer lies within

[2 −X, 2 +X], whether the element 4 is added to (̂ or not depends now on the error on the samples.

It affects the set (̂ , which determines the later queries.

Remark 4.3 (Adaptive Data Analysis). P̂r[�] asks for the fraction of samples that satisfies an event

�. These are called statistical queries. Answering statistical queries against adaptivity is a central

problem in the field of adaptive data analysis. Lower bounds from there show, in general, with B

samples, one can answer at most B2 many such adaptive queries [36, 57]. There are a few exceptions,

e.g. when the support of the sample is polynomially bounded [7], or when all queries are threshold

queries, and they are sparse [24, 35] (in the that sense that, only a bounded number of queries have

above-threshold answers, which can be solved using the sparse vector technique). However, in our

case, the support of '(x) can be as large as 2=. Although the queries are threshold queries, they are

not sparse. As these existing tools seem insufficient, novel ideas are needed to resolve the adaptivity

issue in Algorithm 4.

To handle the adaptivity issue, let us observe a surprising property of �Select(#, 2): despite the
presence of adaptivity, �Select(#, 2) is still sandwiched between two sets that satisfy Property (3).

Lemma 4.4. Fix any set # ⊆ * and constants 0 < 21 < 22 < 1. We define 2̂ = 21+22
2 and X =

22−21
2 .

Using$
(
log= log Y−1

X2

)
samples,

Select(#, 22) ⊆�Select(#, 2̂) ⊆ Select(#, 21)
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holds with probability at least 1 − poly(Y )
poly(=) .

Proof. We prove these two cases separately:

• �Select(#, 2̂) ⊆ Select(#, 21).
Let (1 = Select(#,21). Consider the process of �Select(#, 2̂) which dynamically maintains

the set (̂ . We claim that (̂ ⊆ (1 throughout the process. We prove this via induction. Initially,

we have (̂ = ∅ ⊆ (1. Then at any step, if we are going to add 4 to (̂, we must have

P̂r[4 ∈ span((('(x) ∩ # ) ∪ (̂) \ {4})] > 2̂ .

By induction hypothesis, we know that (̂ ⊆ (1, which implies ('(x)∩# )∪(̂ ⊆ ('(x)∩# )∪(1.
Hence, by monotonicity,

P̂r[4 ∈ span((('(x) ∩ # ) ∪ (1) \ {4})]] > 2̂ .

Note (1 = Select(#,21) is a fixed set that do not depend on samples. Aswe take$
(
log= logY−1

X2

)

samples, by Chernoff bound, with probability at least 1 − poly(Y )
poly(=) , we have

���P̂r[4 ∈ span((('(x) ∩ # ) ∪ (1) \ {4})]] − Pr[4 ∈ span((('(x) ∩ # ) ∪ (1) \ {4})]
��� ≤ X (4)

A union bound over all= possibilities of 4 shows that with probability 1− poly(Y )
poly(=) , Equation (4)

holds throughout the process. Hence, for the newly added element 4 , we have

Pr[4 ∈ span((('(x) ∩ # ) ∪ (1) \ {4})] > 2̂ − X ≥ 21 .

Since all elements in * \ (1 are (1 − 21)-selectable, we know that 4 must be in (1.

• Select(#, 22) ⊆�Select(#, 2̂).
First of all, let (̂ = �Select(#, 2̂). When Algorithm 4 terminates, we know that for all 4 ∈ * \ (̂ ,

P̂r[4 ∈ span(((' ∩ # ) ∪ (̂) \ {4})] ≤ 2.

Consider the process of Select(#, 22), which dynamically maintains a set (2. We claim that

with high probability over the randomness of (̂, it holds that (2 ⊆ (̂ through out this process.
Again, we prove this by induction. Initially, we have (2 = ∅ ⊆ (̂ . At any step, if we are going
to add 4 to (2, we must have

Pr[4 ∈ span((('(x) ∩ # ) ∪ (2) \ {4})] > 22.

Note that the process of generating (2 (i.e., the procedure Select(#, 22)) does not depend on
our samples. Similar to the previous case, by Chernoff bound, we get that with probability

at least 1 − poly(Y )
poly(=) ,

P̂r[4 ∈ span((('(x) ∩ # ) ∪ (2) \ {4})] > 22 − X > 22 − X > 2̂ .

By the induction hypothesis, we know that with 1− poly(Y )
poly(=) probability, (2 ⊆ (̂ , which implies

('(x) ∩ # ) ∪ (2 ⊆ ('(x) ∩ # ) ∪ (̂ . Hence, with the same high probability,

P̂r[4 ∈ span((('(x) ∩ # ) ∪ (̂) \ {4})] > 2̂ .

If this happens, 4 must be in the set (̂ . Finally, we finish the proof by observing that we use
union bound over at most poly(=) induction steps. �
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According to Lemma 4.4, if we let (2−X = Select(#, 2 − X) and (2+X = Select(#, 2 + X), the set
(̂2 = (̂ (#,2) must satisfy (2+X ⊆ (̂2 ⊆ (2−X with high probability. Note that (2−X and (2+X are both

valid choices for the set ( that satisfy Equation (3) with different constants. Since (̂2 is sandwiched

between them, it is very tempting to think that the set (̂2 must also satisfy Equation (3). If so, we
would have proved that the original OCRS of Feldman et al. [31] (Algorithm 5) works with samples.
However, this is not the case.
To see this, consider the quantity A4 ≔ Pr[4 ∈ span((('(x) ∩# ) ∪ (̂2 ) \ {4})] for every element

4 ∈ # \ (̂2 :
• It cannot be the case that 4 ∈ (2+X . If this is the case, we are guaranteed that 4 ∈ (̂2 as well,
which contradicts 4 ∈ # \ (̂2 .
• If 4 ∈ # \ (2−X , we are guaranteed by Algorithm 1 that

Pr[4 ∈ span((('(x) ∩ # ) ∪ (2−X ) \ {4})] ≤ 2 − X.
Since (2 ⊆ (2−X , by monotonicity, the quantity A4 that we care about is also at most 2 − X .
• If 4 ∈ (2−X \ (2+X , on the one hand, 4 is in (2−X , so we do not have any non-trivial upper
bound for

Pr[4 ∈ span((('(x) ∩ # ) ∪ (2−X ) \ {4})] .
On the other hand, 4 ∈ # \ (2+X , although we know that

Pr[4 ∈ span((('(x) ∩ # ) ∪ (2+X ) \ {4})] ≤ 2 + X.

But (̂2 is (potentially) a larger set than (2+X . It could be the case that A4 is much larger than
2 + X . So we cannot hope to get a non-trivial upper bound for A4 .

In conclusion, the only problematic case is when 4 ∈ (2−X \ (2+X , where we do not have any
guarantee of their selectability.

4.3 Against Adaptivity using Randomization

To illustrate our idea, we will first present a simple toy example to warm up. Then we will slightly
generalize it to our actual construction.

Toy Example. Ourmain idea for resolving such an adaptivity issue is simple to state: by choosing

the protected set (̂ to be either (̂2 or (̂2+2X uniformly at random, i.e.

(̂ =

{
�Select(#, 2) w.p. 1

2 ,

�Select(#, 2 + 2X) w.p. 1
2 .

By Lemma 4.4 and union bound, we know with high probability,

(2+3X ⊆ (̂2+2X ⊆ (2+X ⊆ (̂2 ⊆ (2−X .

We know if one chooses to protect (̂2 (i.e., (̂ = �Select(#, 2)), we have no guarantee for the elements

in (2−X \ (2+X . Similarly, if one chooses to protect (̂2+2X (i.e., (̂ = �Select(#, 2 + 2X)), elements in
(2+X \ (2+3X are problematic. So neither of these two works. But the crucial observation is that
(2−X \ (2+X and (2+X \ (2+3X are two disjoint sets. If we just randomize between these two, we can
imagine having guarantees for all elements with only a factor-of-2 loss in selectability.
More specifically, for any element 4 ∈ # ,

• with probability 1/2, it is not in the problematic set of elements, which means with high

probability, either 4 ∈ (̂ or Pr' (x ) [4 ∈ span((('(x) ∩ # ) ∪ (̂) \ {4})] ≤ 2 + 3X;
• with the other 1/2 probability, it is in the problematic set and we do not have any guarantee.
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Note that this only achieves Equation (3) with probability 1/2. There is still a probability of 1/2
that a bad event occurs: 4 ∈ # \ (̂ but Pr' (x ) [4 ∈ span((('(x) ∩ # ) ∪ (̂) \ {4})] is too large.
This becomes a problem if we plug this procedure into the chain decomposition procedure

(Algorithm 2). From Lemma 4.2, we know that the chain decomposition procedure has at most

ℓ = $Y (log=) rounds. So it calls the procedure �Select ℓ times. Let us imagine the worst case: For

every round in which 4 is not in the problematic set, let us say that 4 is in (̂ and the decomposition
procedure continues with 4 ∈ # . Once we meet a round where 4 is in the problematic set (with
probability 1/2), we lose all guarantees for the element 4 . But it is highly likely (with probability
1 − (1/2)$Y (log=) ) that we will see one such problematic round.

Our Construction. In order to fix this issue and achieve constant selectability, our final scheme
needs a sequence 21 < 22 < · · · < 2:+1 of : + 1 different thresholds that are equally spaced

in [21, 2:+1]. The scheme picks 9 ∈ [:] uniformly at random and then uses 2̂ =
2 9+2 9+1

2 . Note

that for each round 8 , we are using B fresh samples for �Select(#̂8 , 2̂). Finally, we are going to take
: = $Y (log=), so that the probability that the bad event happens, 1 − (1 − 1/:)$Y (log=) , is small
enough.

ALGORITHM 5: Chain decomposition, with samples

1 Procedure �Decompose(* , 21, 22, . . . , 2:+1)
2 #̂0 ← *

3 ℓ ← 0

4 while #̂ℓ ≠ ∅ do
5 Sample 9ℓ ∼ Uniform([:]) and let 2̂ ← 2 9ℓ +2 9ℓ +1

2

6 #̂ℓ+1 ←�Select(#̂ℓ , 2̂)

7 ℓ ← ℓ + 1
8 end

4.4 Proof of Theorem 4.1

In this section, we complete the proof of Theorem 4.1 using Algorithm 5. In our proof, we set 1 =
1
2 ,

which means that we shrink the ex-ante active probability x by half to ensure x ∈ 1
2 · PM . Let

∅ = #̂ℓ ( #̂ℓ−1 ( · · · ( #̂0 = * = [=]

be the chain decomposition generated by Algorithm 5. Based on such decomposition, we aim to

demonstrate that running the modified greedy algorithm, Algorithm 3, for each layer #̂8 \ #̂8+1
separately achieves ( 14 − Y)-selectability using $Y (log4 =) samples.

We first delineate the parameters for Algorithm 5, setting : as
log=

log(1+Y ) log 1
4
(1−Y ) = ΘY (log=) and

defining {2 9 }:+19=1 as an arithmetic sequencewith initial term 21 =
1
2+

Y
2 and terminal term 2:+1 =

1
2+Y.

In each layer 8 , B = Θ

(
:2 log= logY−1

Y2

)
= ΘY (log3 =) fresh samples are needed for �Select(#̂8 , 2̂).

Lemma 4.5. Let ℓ denote the number of layers in the chain decomposition generated by Algorithm 5,

with parameters set as above. The following holds with probability at least 1 − poly(Y )
poly(=) :

• ℓ = $Y (log=).
• (1 − 1

:
)ℓ ≥ 1 − Y.
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Proof. Consider any protected set #̂8 and an index 98 uniformly selected from [:] in layer 8 .

Let X =
Y
4: represent the gap between

2 98 +2 98 +1
2 and both 2 98 and 2 98+1. Given the parameters previ-

ously defined, we take B = Θ

(
:2 log= log Y−1

Y2

)
= Θ

(
log= logY−1

X2

)
new samples during the execution of

�Select(#̂8 , 2̂). By applying Lemma 4.4, it is established that with probability at least 1 − poly(Y )
poly(=) :

Select(#̂8 , 2 98+1) ⊆ #̂8+1 = �Select(#̂8 ,
2 98 + 2 98+1

2
) ⊆ Select(#̂8 , 2 98 ).

It always holds that Select(#̂8 , 2 98 ) ⊆ Select(#̂8 , 21). Therefore,

rank
(
#̂8+1

)
≤ rank

(
Select(#̂8 , 21)

)

<

1

1 + Y rank
(
#̂8

)
.

where the last inequality follows from Lemma 4.2 with 1 =
1
2 and 2 =

1
2 +

1
2Y. Since Algorithm 5

terminates when rank(#̂ℓ ) < 1, it follows that

ℓ ≤ log1+Y rank
(
#̂0

)
≤ log=

log(1 + Y) = $Y (log=).

Now, to demonstrate the second property, recall that : is defined as
log=

log(1+Y ) log1/4 (1−Y )
. It thus

follows that
ℓ

:
≤ log1/4 (1 − Y). (5)

Therefore,

(
1 − 1

:

)ℓ
=

((
1 − 1

:

): ) ℓ
:

≥
(
1

4

) ℓ
:

≥ 1 − Y,

where the first inequality leverages the property that
(
1 − 1

:

):
is an increasing function for : ≥ 2,

and : is trivially at least 2. The final inequality is justified by Equation (5). �

Our algorithm employs $Y (log3 =) samples per layer across ℓ layers in total. Combining with
Lemma 4.5, it is evident that the total number of samples required by our algorithm does not exceed
$Y (log4 =).4

The remaining task is to demonstrate the selectability of Algorithm 5. Consider any element
4 ∈ * ; our objective is to establish that

Pr[4 is accepted | 4 is active] ≥ 1

2
−$ (Y).

Given that x is contained within 1
2 · PM , it is deduced that our algorithm achieves a selectability

of 1
4 −$ (Y). For this purpose, we will introduce a stochastic process to simulate the execution of

Algorithm 5 with respect to a fixed element 4 .

4Should the conditions specified in Lemma 4.5 not bemet, Algorithm 5 terminates immediately and announces failure. This

approach has a negligible impact on the algorithm’s selectability (in the order of
poly(Y )
poly(=) ) and guarantees that the algorithm

deterministically requires$Y (log4 =) samples.
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Stochastic Process. Fix an element 4 ∈ * . Initiating with 8 = 0 and #̂0 = * = [=], our stochastic
process sequentially reveals the randomness, i.e., 90, 91, . . . , 9ℓ , across each layer. Assuming the

process is at layer 8 , with the protected set #̂8 containing element 4 , we proceed to define #8+1,C =
Select(#̂8 , 2C) for each C ∈ [: + 1]. Specifically, we set #8+1,0 = #̂8 and #8+1,:+2 = ∅. It is evident

that the sequence {#8,C }:+2C=1 satisfies the following property:

∅ = #8,:+2 ⊆ #8,:+1 ⊆ · · · ⊆ #8,1 ⊆ #8,0 = #̂8 .

Given that 4 ∈ #̂8 , there must exist a unique C∗ ∈ {0, 1, . . . , : + 1} such that 4 ∈ #8,C∗ \ #8,C∗+1.
We proceed by revealing the randomness and selecting 98 uniformly at random from the set [:].
With the choice of 98 , the next step involves defining #̂8+1 = �Select(#̂8 , (2 98 + 2 98+1)/2). Lemma 4.5
ensures that5

#8, 98+1 = Select(#̂8 , 2 98+1) ⊆ #̂8+1 ⊆ Select(#̂8 , 2 98) = #8, 98 .

Depending on the specific outcome of 98 , we examine the subsequent scenarios:

• Case 1: If 98 < C
∗, this indicates that

4 ∈ #8,C∗ ⊆ #8, 98+1 ⊆ #̂8+1.

Consequently, 4 progresses to a subsequent layer. We then increase 8 by 1 to move to layer
8 + 1.
• Case 2: If 98 > C

∗, it implies that

#̂8+1 ⊆ #8, 98 ⊆ #8,C∗+1.

Observe that 4 ∉ #8,C∗+1. This observation implies that 4 is also not a member of #̂8+1 and
#8, 9; . Consequently, the probability of 4 being selected in this scenario can be expressed as
follows:

Pr[4 is selected | 4 is active] ≥ 1 − Pr[4 ∈ span((('(x) ∩ #̂8 ) ∪ #̂8+1)) \ {4})]
≥ 1 − Pr[4 ∈ span((('(x) ∩ #̂8 ) ∪ #8, 98 )) \ {4})]

≥ 1

2
− Y.

The first inequality is derived from the premise that 4 ∈ #̂8 \ #̂8+1 while we are employing

a greedy strategy on the matroidM|
#̂8
/#̂8+1. The subsequent inequality emerges from the

inclusion #̂8+1 ⊆ #8, 98 , and the final inequality is in accordance with the definition that

#8+1, 98 = Select(#̂8 , 2 98).

Hence, in this scenario, our algorithm demonstrates effectiveness, thereby concluding the
stochastic process.
• Case 3: If 98 = C

∗, the stochastic process immediately terminates with no guarantee for 4 .

Our algorithm fails at element 4 only when the stochastic process ends in Case 3. As 98 is drawn
uniformly at random from [:], the stochastic process falls into Case 3 with a probability of 1

: in
each layer. As there are at most ℓ layers in total, the selectability is given as

Pr[4 is selected | 4 is active] ≥
(
1

2
− Y

)
·
(
1 − 1

:

)
ℓ ≥ 1

2
−$ (Y).

where the last inequality follows from Lemma 4.5. We hereby conclude our proof.

5Similarly, should this property not be upheld, both our algorithm and the stochastic process will be terminated immedi-

ately. This affects the algorithm’s selectability by only a negligible margin.
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A Missing Proofs from Section 3

A.1 Tie-Breaking for Distributions with Point Masses

Our algorithm for prophet inequality in Section 3 can only work with continuous distributions. For
distributions with point masses, we use the following tie-breaking technique from [53] to make
them continuous.
For a distribution D with point masses, we can define D′ as the bivariate distribution D ×

* ( [0, 1]), the product ofD and the uniform distribution over [0, 1]. Then for (G, C), (~,D) sampled
from D′, define (G, C) > (~,D) if either G > ~ or G = ~ and C > D. Observe that the equality holds
with zero probability. Therefore, if we define � (G, C) = Pr(~,D )∼D′ [(G, C) > (~,D)], we gain the
desired property that � is continuous and � (G, C) > � (~,D) ⇔ (G, C) > (~,D).

A.2 Proof of Lemma 3.4

Proof of Lemma 3.4. Let the C.D.F. of g8 be �8 . From Observation 3.2, we know that 8 ∈ OPT
if and only if E8 > g8 .

6 Therefore, by definition, ?8 (E) = Pr[8 ∈ OPT | E8 = E] = Pr[E8 > g8 | E8 =
E] = �8 (E). Together with ?: = Y (1 + Y): − Y2, we have that ?8 () (: )8 ) ∈ [?: , ?: + 2Y] if and only if

�8 () (: )8 ) ∈ [Y (1 + Y): − Y2, Y (1 + Y): + Y2].
For each sample 1 ≤ B ≤ # , 8 ∈ * and 0 ≤ : < <, let ;B

8,:
= 1 [�8 (gB8 ) < Y (1 + Y): − Y2] and

A B
8,:

= 1 [�8 (gB8 ) < Y (1 + Y): + Y2]. By Chernoff bound we have

Pr

[
#∑

B=1

;B8,: ≥ Y (1 + Y)
:#

]
≤ 4−#Y4/3 ≤ Y

2=<
,

Pr

[
#∑

B=1

A B8,: ≤ Y (1 + Y)
:#

]
≤ 4−#Y4/2 ≤ Y

2=<
.

6We neglect the case where E8 = g8 since it has zero probability.
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Here= is the number of elements in* , and# is the number of samples. Observe that if�8 () (: )8 ) ∉
[Y (1 + Y): − Y2, Y (1 + Y): + Y2], we either have ∑#

B=1 ;
B
8,:
≥ Y (1 + Y):# or

∑#
B=1 A

B
8,:
≤ Y (1 + Y):# , thus

Pr

[
�8 () (: )8 ) ∉ [Y (1 + Y)

: − Y2, Y (1 + Y): + Y2]
]
≤ Y

=<
.

Then by a union bound over all 8 ∈ * and 0 ≤ : <<, we conclude that

Pr

[
∃8, : s.t. �8 () (: )8 ) ∉ [Y (1 + Y)

: − Y2, Y (1 + Y): + Y2]
]
≤ Y,

which implies Pr [∀8, : s.t. �8 () (: )8 ) ∈ [Y (1 + Y): − Y2, Y (1 + Y): + Y2]] ≥ 1 − Y.
Thus Pr [∀8, : s.t. ?8 () (: )8 ) ∈ [?: , ?: + 2Y]] ≥ 1 − Y. �

A.3 Proof of Lemma 3.8

We will need the strong basis exchange property of matroids.

Lemma A.1 (Strong basis exchange, Theorem 39.12 in [56]). LetM = (* ,I) be a matroid. Let �

and � be two bases and G ∈ � \ �. Then there exists ~ ∈ � \ � such that � − G + ~ and � − ~ + G are

both bases.

Proof of Lemma 3.8. Let* = [=] andF (1) ≥ F (2) ≥ · · · ≥ F (=). Suppose the rank of thematroid
is A . We denote the elements in � by {08 }8∈[A ] where 08 ’s are in ascending order. Consequently, we
haveF (01) ≥ F (02) ≥ · · · ≥ F (0A ). Without loss of generality, we can assume that the basis � is
generated by feeding 1, 2, . . . , = to the greedy algorithm sequentially.
Next, we state our algorithm for constructing the bijection 5 . We will need the strong basis

exchange property stated in Lemma A.1.

ALGORITHM 6: Construct mapping 5

1 Recall A is the rank ofM
2 �A+1 ← �

3 for 8 ← A, A − 1, . . . , 1 in descending order do

4 if 08 ∈ �8+1 \ � then

5 By Lemma A.1, there exists 18 ∈ � \�8+1 such that both �8+1 − 08 + 18 and � − 18 + 08 are bases
6 Let 5 (08) ← 18

7 �8 ← �8+1 − 08 + 5 (08)
8 end

9 else

10 Let 5 (08) ← 08

11 �8 ← �8+1
12 end

13 end

We first prove the following facts about Algorithm 6.

Fact A.2. {5 (08 ), 5 (08+1), . . . , 5 (0A )} ⊂ �8 .

Proof. For all 9 ≥ 8 , if 0 9 ∈ � 9+1 \�, we have 5 (0 9 ) ∈ �\� 9+1 which implies 5 (0 9 ) ∉ {08 , . . . , 0 9 }.
Togetherwith 5 (0 9 ) ∈ � 9 , we can see that 5 (0 9 ) is never eliminated and 5 (0 9 ) ∈ �8 . If 0 9 ∉ � 9+1\�,
we know 5 (0 9 ) = 0 9 , and it is in both � 9 and �8 . �

Fact A.3. The resulting mapping 5 is a bijection.

Proof. If 08 ∈ �8+1 \ �, since 18 ∈ � \ �8+1, we know 5 (08 ) = 18 ∉ {5 (08+1), . . . , 5 (0A )} (by
Fact A.2). If 08 ∉ �8+1 \ �, 5 (08 ) equals 08 itself. Note for all 9 > 8 , � 9+1 − 0 9 + 5 (0 9 ) is a basis and
08 ∈ � 9+1. Therefore 5 (08 ) = 08 cannot equal to any of such 5 (0 9 ).
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Thus 5 (08 ) ≠ 5 (0 9 ) for all 9 > 8 . 5 is an injection. Since � and � are two bases and |�| = |� |, 5
is a bijection. �

Fact A.4. For all 08 ∈ �,F (5 (08 )) ≤ F (08 ).

Proof. If F (5 (08 )) > F (08 ), we know 5 (08 ) < 08 . Thus 5 (08 ) is fed to the greedy algorithm
before 08 . On the other hand, since 5 (08 ) ≠ 08 , we must have 08 ∈ �8+1 \ � and �8+1 − 08 + 5 (08 )
is a basis. Therefore {01, 02, . . . , 08−1, 5 (08 )} ∈ I. Then our greedy algorithm should have selected
5 (08 ) before it selected08 . Since we enumerate08 in decreasing order of their index, if our algorithm
selected 5 (08 ), we must have 5 (08 ) ∈ �8+1. This contradicts with the fact 5 (08 ) ∈ � \�8+1. �

Finally, we verify that for all 08 , � − 5 (08 ) + 08 is a basis. It is trivial when 5 (08 ) = 08 . Otherwise,
�− 5 (08 ) +08 is also a basis according to our construction. This finishes the proof of the lemma. �

B Missing Proofs from Section 4

B.1 Uniqueness of Select(#, 2) and �Select(#, 2)
In this section, we show Select(#,2) can be uniquely defined by the set ( returned by Algorithm 1,
no matter which element 4 is chosen each time at Line 3.
Let T be the family of sets that do not satisfy the condition in Line 3, i.e., for every ) ∈ T ,

4 ∈ # \) ,
Pr [4 ∈ span((('(x) ∩ # ) ∪) ) \ {4})] ≤ 2.

By definition, the set ( returned by Algorithm 1 always belongs to T . We claim such ( is the unique
minimum set in T . The plan is to prove by induction that the changing ( in always remains a
subset of) during the execution of Algorithm 1 for every) ∈ T . Initially, ( = ∅ and the statement
trivially holds. Each time an element is added to ( , we must have

Pr [4 ∈ span((('(x) ∩ # ) ∪) ) \ {4})] ≥ Pr [4 ∈ span((('(x) ∩ # ) ∪ () \ {4})] > 2,
where the first inequality is due to the monotonicity of span and the induction hypothesis ( ⊆ ) .
That implies 4 ∈ ) by definition of the family T . Therefore, ( ∪ {4} ⊆ ) and we have completed

the proof. The same argument holds if we replace Prwith P̂r, and thus �Select(#,2) is also uniquely
defined by Algorithm 4 (for any fixed samples '1, '2, . . . , 'B ).

B.2 Proof of Lemma 4.2

Proof of Lemma 4.2. Let A be rank((). Take 41, 42, . . . , 4A from ( as follows: 48 is the item that
increases the rank of ( from 8 − 1 to 8 during the algorithm.
Before the formal proof, we first explain the intuition. Note we know that Pr [48 ∉ span((('(x)∩

# ) ∪{41, 42, . . . , 48−1}) \{48})] < 1−2 holds for all 8 ∈ [A ] since 48 is added to ( by our algorithm. So
instead of directly consider rank((), we start from the random set '(x) ∩ # and add 41, 42, . . . , 4A
to it in order. Each item we add 48 , the probability that it increase the rank by one is strictly smaller
than 1−2 . Finally, we get a set with rank E [rank(( ∪ ('(x) ∩# ))] in expectation. This is an upper
bound of rank((), and we can further upper bound the rank of it by rank(# ) using the fact that
48 increase its rank with probability strictly less than 1 − 2 .

Formally, we have

rank(() ≤ E [rank(( ∪ ('(x) ∩ # ))]

≤ E [|'(x) ∩ # |] +
A∑

8=1

Pr [48 ∉ span((('(x) ∩ # ) ∪ {41, 42, . . . , 48−1}) \ {48 })]

< 1 rank(# ) + (1 − 2) rank((),
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where we used the fact that E [|'(x) ∩ # |] ≤ ∑
8∈# G8 ≤ 1 rank(# ) and Pr [48 ∉ span((('(x) ∩

# ) ∪ {41, · · · , 48−1}) \ {48 })] < 1 − 2 . As a result, rank(() < 1
2 · rank(# ). �

C Non-existence of Ω(1)-Balanced Matroid CRS with > (log=) Samples

A previous work [32] showed the non-existence of Ω(1)-balanced matroid contention resolution
scheme (CRS) with $ (1) samples. We note that their impossibility result can be extended to any
Ω(1)-balanced matroid CRS with > (log=) samples by using the same hard instance. As a direct
consequence, it is also impossible to obtain a constant-selectable OCRS with > (log=) samples.
One of their hard instance is the graphic matroidM = (�,I) defined on the complete bipartite

graph  #," = (* ∪ + , �) with bipartition * = {D1, D2, . . . ,D# } and + = {E1, E2, . . . , E" }. Let PM
be the polytope of the matroid and X (D) be the set of edges incident to a vertex D ∈ * ∪+ .

D1

D2

D3

D4

D5

*

E1

E2

E3

+

(a) The complete bipartite graph  #," and x
8 .

Here 8 = 4, edges adjacent to D8 has probabil-

ity G84 = 1 of being active, while other edges

each only has probability 1
" of being active. In

any Ω(1)-balanced CRS, they have to be selected
with constant probability.

D1

D2

D3

D4

D5

E1

E2

E3

+

* ∗

(b) A realization '(x8) of this instance. Let* ∗ be
the set of all vertices on le� side of degree " . If

# is large enough, there will be many vertices

happen to be in * ∗. These vertices in * ∗ are in-
distinguishable to CRS, and D8 (8 = 4) is hidden

between them.

Fig. 1. The hard instance for graphic matroids in [32]

Consider # points x1, x2, . . . , x# where for every 8 ∈ [# ] and 4 ∈ �,

G84 =

{
1 if 4 ∈ X (D8 ),
1
"

otherwise.

Their intermediate result can be summarized as follows:

LemmaC.1 (Section 3.1, [32]). The points x1, x2, . . . , x# are in the matroid polytope PM . Moreover,

for any #," ≥ 1, B ≥ 0, and 0 < 2 ≤ 1, if there exists a 2-balanced CRS with B samples for

x
1, x2, . . . , x# ∈ PM , then

2 ≤ 1

"
+ "

(B+1)"

#
.

Then they concluded the non-existence of Ω(1)-balanced CRS for any constant B by letting # ≫
"" . The same argument, notably, remains valid to cases where B is beyond constant. Specifically,
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for any B ≤ log#
2" log" − 1, the inequality above becomes

2 ≤ 1

"
+ 1
√
#
.

In other words, a ( 1
"
+ 1√

#
)-balanced CRS for M requires at least

log#
2" log" samples. By choos-

ing # ≫ "" (and note that = = |� | = #"), we conclude that Ω(1)-balanced matroid CRS is
impossible given > (log=) samples.
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