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ABSTRACT
Collaborative development of software products across or-
ganisational boundaries in software ecosystems adds new
challenges to existing software engineering processes. We
propose a new approach for handling the diverse software
artefacts in ecosystems by adapting features from social net-
work sites. We promote artefacts to first-class citizens in
such networks and specify different types of relationships
between artefacts and actors. This helps in detaching tacit
knowledge from vendors, suppliers, developers and users of
an ecosystem and fosters easier management of software
artefacts. We discuss this by example scenarios and present
a prototypic implementation.

Categories and Subject Descriptors
D.2.9 [Software Engineering]: Management—productiv-
ity ; K.6.3 [Management of Computing and Informa-
tion Systems]: Software Management

General Terms
Management

Keywords
Ecosystems, Social Networks, Knowledge Management, Soft-
ware artefacts

1. INTRODUCTION AND MOTIVATION
Software ecosystems have emerged as a new engineering
challenge encompassing different facets of software engineer-
ing (like software reuse, extensible architecture, collabora-
tion, community building, etc.). Practically, software ecosys-
tems represent frameworks of software reuse, where different
organisations, user-groups or companies contribute to a soft-
ware product [13, 6]. On a high level, software ecosystems
are groups of organisations or teams working together to
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create software products. However, in a more detailed level,
there are a many tools, different artefacts like architecture,
components or products themselves [5] that need to “work
together”, i.e., that need to be created and maintained using
collaborative efforts that go beyond organisational bound-
aries.

Contrary to software development in a single organisation
or with only a few external partners, centralised manage-
ment is not feasible in a software ecosystem. Hence, novel
methods for management are required, e.g., opening up the
requirements engineering process, allowing the customers to
vote on features, share road maps and coordinate release
schedules [10]. Typical product management decisions that
have to be dealt with in a software development project are
related to the release schedule, product road map, project
goals, dependencies [15] etc., and all of these involve shared
knowledge. Of course, this is the case for any software devel-
opment project, but dealing with the distributed and shared
knowledge becomes a “killer criteria” for the success or fail-
ure of a product in software ecosystems, as any collaborating
party makes decisions based on these pieces of information
independently, which adds to the complexity of the problem
of decisions making in a software ecosystem.

Currently, product management decisions are available only
“internally” to the teams producing an artefact in a soft-
ware ecosystem. This needs to be improved for two reasons:
(i) whenever new actors (e.g., developers, suppliers or users)
join an ecosystem, they may require information about the
complex dependencies among shared artefacts, which can be
difficult to get because it is beyond the borders of one organ-
isation, and (ii) as actors can “leave” the ecosystem at any
time, their leave is associated with loss of information. We
therefore propose to explicitly build “social network sites”
of software artefacts, which enables new actors to get the
required information easily. Apart from that, our approach
helps to reduce “knowledge drain”, whenever actors leave
an ecosystem.

We aim to improve the current state of practise by creating
an infrastructure for the management of software ecosys-
tem artefacts. We lift the status of shared artefacts in an
ecosystem to “first-class citizens”. We attach important in-
formation required to make product management decisions
to the artefacts themselves to extract the tacit knowledge
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of involved stakeholders and make it thereby visible to the
whole ecosystem.

Our contribution is a “community” of software artefacts,
that are aware of the status of other related artefacts. Our
approach is inspired by the success of social network sites
[8]. A social network site is typically a Web 2.0 platform,
where people can communicate and manage friendships and
relations among each other. Many social network sites, e.g.,
Facebook1, LinkedIn2, Xing3, etc., have proven to be well
suited for communication between human beings. We ex-
tend this idea to create a network of software artefacts.
Software artefacts like code, components, services, models
or documents can interact with actors and other software
artefacts. This emphasises on the importance of information
associated to artefacts, rather than to the teams involved in
creating them. We provide an infrastructure for software
artefacts to interact with each other.

The rest of the paper is structured as follows. In the next
Section we analyse the concepts and features of social net-
work sites and how they are useful for managing contacts
and relationships between friends or colleagues. Then, we
present our approach for a social network site for software
ecosystems where artefacts are first-class citizens, in Section
3. This approach is demonstrated on a prototypical social
network for variability models in a software ecosystem. In
Section 4 we show four example scenarios where social net-
works are useful in the context of software ecosystems. We
present and overview of related work in Section 5 and con-
clude the paper in Section 6, where we also give an outlook
on possible future research steps.

2. BACKGROUND: SOCIAL NETWORKS
A social network is a form of community, where interactions
and communications of the actors are supported by the tech-
nical infrastructure [8]. We analyse the features provided
by a social network site based on the example of Facebook,
one of the most popular social networks. We identify key
characteristics, which make Facebook particularly useful for
fostering friendships and maintaining relationships.

Most social network sites have two concepts in common: (i)
a profile for each user and (ii) relationships between users
[14]. In this paper, we identify eight features that are im-
portant for managing “friends” and relationships in a social
network site. These are mapped to or applied in the context
of software artefacts later in the paper.

Profiles: A profile is used for presenting information about
a participant of the social network site. The nature of this
information is mostly static and does not change very often,
e.g., name, contact addresses, or date of birth etc.

Wall: The wall is a part of the users profile, where users can
publish their current status or comment on current activi-
ties, similar to online-services such as Twitter4. Addition-
ally, other users can write on the wall of every other user,

1http://www.facebook.com
2http://www.linkedin.com
3http://www.xing.com
4http://www.twitter.com

too, making it a feature for public communication.

News feeds: The news feed is a personal feature of every user
of a social network site, which collects information from the
walls of connected users and presents these pieces of infor-
mation ranked by importance. Other users can in turn com-
ment on the information presented by the news feed. This
fosters immediate communication as friends change their
status, others see the change in their news feeds and can
react immediately on the changes.

Data sharing: An additional feature is publishing of data,
like photos from the last vacation or writing blog entries
about the last sport event. Again, this encourages other
users to comment on the published data and/or rate it. Fur-
ther data types used in social networks are videos, music and
links, though any kind of file could be shared.

Teaming: For managing relationships and categorising them,
social network sites support different ways of linking oneself
to others. For example, direct connections can be made
(e.g., friends in Facebook). These direct connections are
notified about all status updates or newly published data.
Secondly, it is possible to set up organisations of people in
groups. These groups are usually more anonymous, but
share several common interests. Everyone, who is part in
a group is informed about information posted to the group.

Searching: In social networks, it is essential to be able to find
the people one is interested in. One way to find new friends
is to become friend with someone who is a friend of your
friends. Another way is the usage of an integrated search
platform. Hereby, it is notable that the search results are
organised so that first friends of direct friends are displayed,
then their directs friends and so on.

Suggestions: Most social network sites also have a sugges-
tion system that recommends people or groups with similar
interests. For example, one user joins a group of people
with an interest in software ecosystems. Similarly, groups
may be recommended by analysing interests of one’s friends.
Information in the news feed is usually also enriched with in-
formation from the suggestion system, i.e., information that
might be of interest to a user is displayed more prominently
in its news feed.

Messaging: Relationships between humans are mainly about
communication. For this reason, a social network provides
several means of communication. Rating and commenting
on status updates or published data is a form of public com-
munication that is visible to everyone or a specified group.
Apart from that, private communication is an important fea-
ture that is provided using chats or other messaging systems
or other means of synchronous or asynchronous communi-
cation.

Our approach promotes software artefacts to first-class cit-
izens in a social network site and shows how this can deal
with some of the issues related to knowledge management
in software ecosystems.
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3. APPROACH
We propose to extend the idea of social network sites to dif-
ferent artefacts, like code, components, services, models or
documents, in use within the context of software ecosystems.
Our approach is based on the assumption, that a network of
tools and different artefacts is as important as the network
of teams involved in software ecosystems.

3.1 Artefacts as first-class citizens
The stakeholders in a software ecosystem, – like software
vendors, suppliers, developers, testers, users, etc. – commu-
nicate to each other through shared artefacts. These stake-
holders enter and leave the ecosystem more often than the
software artefacts do. By giving artefacts their own identity
in a social network, we aim to make the network explicitly
visible. The communication in a social network of artefacts
is not focused on what the team members want to share
with others, rather on what the artefacts “would want” to
share with other artefacts.

In many cases, the interaction between the teams can be
traced down to the interaction between the artefacts. For
example, a typical team interaction in a software develop-
ment project can be observed between developers and users,
when a user reports a bug. Usually, the support team enters
an issue into the bug tracking system, assigns it to a devel-
oper and informs other affected users about the new prob-
lem. Once the developer has fixed the bug, she reports it to
the testers which try to validate the fix. Later, a new ver-
sion can be deployed and the users can be informed that the
problem was resolved. The artefacts involved in the above
team interaction are the source code, the created issue, the
tests, the developed product itself and any other artefact
depending on the product. Reporting the issue creates a
new artefact in the bug tracker, which gets also associated
to the affected component or source code.

Furthermore, the information about the pending issue can
be picked up by artefacts dependent on the product. Those
could for example decide whether to use the product de-
spite the issue or to automatically switch to an alternative
if possible, which might be a different implementation or an
older version. After the developer has committed a fix to
the source code, the information from the commit log mes-
sage is again associated to the product and, provided it is
in a predefined format, it can be linked to the bug tracker
issue, which can be closed automatically. Before closing the
bug, automatic tests might be triggered to run and cause an
automatic deployment of a new version. Consequently, the
dependent artefacts are informed once more that the issue
was resolved.

An example of a simplified social network with actors and
artefacts and relationships between them is depicted in Fig-
ure 1. The developers responsible for the WebService are
connected to it using an owned By relation. Other 3rd party
developers using the web-service have an interest in it and
are connected to the web-service as well, to get status up-
dates from it.

3.2 Social network of software artefacts
In a social network site, such as Facebook, basically only
two kinds of relations exist between users: friendship and

Figure 2: Conceptual model for a social network
site, where artefacts are first-class citizens

group membership. We have to extend this simple model,
to the conceptual model as shown in Figure 2. The concep-
tual model describes the entities of our ecosystem and the
possible connections between them.

There are two first-class entities in the conceptual model,
which we use as the meta-model of our social network site,
namely Actor and Artefact. A future extension to this model
might be, to introduce more specialised generalisations of
these two entities to describe concrete actor or artefact types.
Additionally, both actors and artefacts can be members of
a Group.

There are different kinds of relationships possible between
the key modelling elements. Actors can be connected to other
actors (collaborates With), or can be members of a group.
Artefacts can be related to their elements of the model in four
different ways:,

owned By: Every artefact needs to have one or many own-
ers, so that at least one person responsible for this artefact
or with knowledge about the artefact is known at all times.
This has been shown as a crucial need for developers [4]. In a
normal team setting, team members are connected to other
team members they work with. However, the responsibili-
ties for artefacts change over the time. As the connection
is made through artefacts in our approach, other actors or
artefacts are always able to contact the owner of an artefact.

interested In: This relation describes an actor as being in-
terested in a particular artefact, i.e., the actor wants to be
informed whenever status updates are made to the artefact
or new data is published by the artefact. Typically, if a de-
velopment team uses an artefact, it is interested in it and
wants all status updates from this artefact to be part of
its news feed. This makes sure that information required
to make decisions relevant to product management in an
ecosystem is available to all interested parties.

depends On: In a large scale software development project,
most artefacts depend on other artefacts. This relation has
two important properties. First of all, it makes it possible to
visualise the dependencies between artefacts in the ecosys-
tem. Secondly, any artefact knows any other artefact that is
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Figure 1: Social network consisting of actors and artefacts and their relations in the ecosystem

a dependency or a dependent. Therefore, important infor-
mation from dependencies can be aggregated in news feeds
or certain messages can be sent along these dependency re-
lations.

member Of: Similar to existing social network sites, both
actors and artefacts can be members of groups. An exam-
ple for a group is to link all actors and artefacts involved in
a certain product in the ecosystem together, among them
developers, users, source code, models, services or, docu-
mentation.

3.3 Types of interactions
Now, that we have defined a meta-model of our social net-
work site, where users and artefacts can co-exist, we have
to define how these can interact. There are four possible
interactions in such a social network.

Actor → Actor: Actors can interact with other actors, as it
is the case in any other social network. This includes social
networking features as messaging, data sharing, teaming or,
influencing the suggestion system by rating others comments
or published data.

Artefact → Actor: Promoting artefacts to first-class citizens
allows artefacts to interact with humans as well. Any status
change of the artefact is also visible in the news feed of all
actors connected to the artefact. An artefact can create
automatic status updates from sources such as source code
repositories, bug trackers or static code analysis that are of
interest to connected users. Begel and DeLine present this
in their work [2] (see Section 5).

Actor → Artefact: As artefacts are first-class citizens, ac-
tors can interact with them in the same way as with any
other actors on the social network site. This includes rating
and commenting on status changes or published data. We
distinguish between two types of interactions when artefacts
are involved.

1. Enriching with information: Rating or commenting on
information published by an artefact is defined as as-
sociating information to it. The actual content of the
attached information does not matter for the artefact,
but is only made available to other interested parties
and can for example be used to react in an immediate
discussion on a certain change of an artefact. For ex-
ample, a team announces that an interface is going to
be changed on the interface’s wall. All related actors
see the information in their news feed and comment
on it or rate it.

2. Interpreting messages: Every artefact can provide sev-
eral kinds of messages, which it understands by itself
and can react onto them automatically in a reasonable
manner, like triggering an action or starting a negotia-
tion with some other artefact about a certain resource
(e.g. allocate time in a test environment). These di-
rect interactions are similar to interactions found be-
tween software agents and require a defined message or
knowledge interchange format, e.g. KQML [9]. For ex-
ample, the owners of an artefact can post information
about a planned down-time on the wall and inform
thereby dependent components, which can switch to
alternatives or react on the down-time automatically.

Artefact → Artefact: This type of interaction occurs be-
tween artefacts. There are two categories based on whether
information is interpreted automatically or an artefact is en-
riched with information. For example, information is inter-
preted automatically, if a component informs all dependents
about an interface change, which is detected automatically
after a commit, and the dependent components can auto-
matically switch to an alternative, as it is shown in the ex-
ample in Section 4.4.
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3.4 Prototypic implementation
We have created a prototype (ι̇ηvar)5 for a social network
site of variability models in a software ecosystem. This pro-
totype focuses, in its current implementation, on variability
models as the only artefacts in the social network. Most in-
teraction types surrounding actors are left out as they have
been shown to be useful in the various popular implementa-
tions of social network sites.

Feature Example
Profile Profiles with information about users and

variability models.
Wall Comments can be attached to users and

artefacts.
News feed Provides information of new connections,

new models and new comments.
Data sharing Download of the actual variability model

artefact.
Teaming Composing of variability models and mod-

elling their dependencies.
Searching Searching for models and users.
Suggestions Not implemented.
Messaging Not implemented.

Table 1: Social network site features in the ι̇ηvar
prototype.

Interaction Type Example
Actor → Actor Actors can communicate using

wall comments.
Sharing of variability models is
another interaction of this type.

Actor → Artefact An actor can select/deselect op-
tions in a variability model and
create thereby a configuration.
Actors can enrich artefact with
information by posting wall com-
ments.

Artefact → Actor Not implemented.
Artefact → Artefact Artefacts can be composed and

can select/deselect options in
other variability models in the
same group using defined inter-
model dependencies.

Table 2: Interaction types in the ι̇ηvar prototype.

The prototype offers the social network features of profiles,
teaming, walls, data sharing, news feeds, and searching to an
ecosystem of variability models. See Table 1 for a detailed
description. Using ι̇ηvar , users can upload variability mod-
els to a central repository and create thereby a profile for a
variability model. This profile includes information such as
the owner of the model and the groups it is part of. Team-
ing is achieved by combining the models into groups and
modelling their dependencies. Additionally, searching in all
available models is possible.

Figure 3 shows a screenshot of the prototype, where several
artefacts depend on each other. To make the social network
features described in the paragraph above available, we had

5The prototype is available online at http://invar.lero.ie.

Figure 3: Screenshot of the ι̇ηvar prototype, show-
ing the dependencies of four artefacts

to implement parts of our proposed conceptual model of a
social network where artefacts are first-class citizens. We im-
plemented the conceptual model relations collaborates With,
member Of, interested In, owned By and depends On and
the interaction types Actor → Actor, Actor → Artefact and
Artefact → Artefact as part of the prototype.

Similar to other social network sites, different actors can be
connected to each other, for example to follow updates of co-
workers, using the collaborates With relation. The owned By
relation is used to model ownership of artefacts. A variabil-
ity model can be member of some or several groups, which
implements the member Of -relation. So called inter-model
dependencies are used to describe the depends On-relation.
Additionally, the prototype supports the interaction type
Actor → Artefact through the interactions of an actor when
configuring a variability model or a group of variability mod-
els and by the possibility to enrich artefacts with information
using wall comments. Artefacts interact with other artefacts
(Artefact → Artefact) along the defined inter-model depen-
dencies. A summary of implemented interaction types is
listed in Table 2.

Every registered user in ι̇ηvar and every uploaded variabil-
ity model has a profile page. These two types of profiles
include information such as contact address, connections,
ownership, and the wall, where comments can be posted.

Figure 4 depicts user profile in ι̇ηvar . At the top, (1) basic
information of the user is displayed, like full name or contact
information. Furthermore, three different kinds of connec-
tions are shown. The (2) connected users in the screen-
shot resemble the collaborates With relation of our concept
model, (3) owned variability models are all those artefacts
that are connected by an owned By relation and finally, the
interested In relation is shown using a list of (4) variabil-
ity models that the user is connected to. The wall can be
found at the bottom of each profile, for users as well as for
artefacts.
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Figure 4: A user profile in ι̇ηvar .

4. EXAMPLE SCENARIOS
We illustrate the benefits of adopting features from social
network sites to software ecosystems using four possible sce-
narios. The examples were chosen to show any of the four in-
teraction types that occur in a social network site with arte-
facts as first-class citizens. In each example, we assume that
all actors and artefacts collaborating in a software ecosystem
are connected using a social network site.

4.1 Change of an interface
A team responsible for a popular artefact in the software
ecosystem determines that the artefact’s public interface
needs to be modified to reach internal goals. Now, the team
has to decide on the release schedule for the component.
They announce their plans to change the interface in the
next release on the wall of the artefact and add information
about the release schedule. As the artefact is popular, the
Suggestions system of the social network site displays in-
formation attached to the artefact very prominently in the
news feeds of all its users. Some of the affected users com-
ment immediately on the announcement to get into contact
with the team and to find a consolidated release schedule or
to suggest a different solution for the interface change.

In this scenario, an Artefact → Actor interaction fosters
immediate reaction on a change and initiates communication
between concerned teams.

4.2 Extension by a third-party developer
As software ecosystems are often used for a composition ori-
ented development approach, it is a common scenario that
third party developers want to extend their products with
new features from existing components in the ecosystem. In
particular, this can be fostered through the Actor → Actor
interaction in our social network site.

For example, one third party developer aims to enhance her
product with a new feature to win new customers. Now,
the third party developer gets informed through the news
feed of the social network site that another developer wrote
about an interesting new feature in a software component.

User 
Notification

Mailing

Basic Mailing Rich Text 
Mailing

(a) Variability Model (in
FODA notation [12])

User Notification

Mailing

Rich Text Mailing

(b) Implementation

Figure 5: A small example ecosystem extract.

As both developers know and highly respect each other, the
third party developer takes a look at the component. Ac-
cording to the profile of the component, it is used by many
other users in the ecosystem and matches the third party
developers needs. Therefore, the third party developer de-
cides to connect to the component and uses it to enhance
her own product.

In this scenario, the third party developer benefits from an
Actor → Actor interaction which helps him to find a new
component.

4.3 Change of responsibility
The responsibility for an artefact is transferred from an in-
house development team to an off-shore team which takes
over maintenance. An external user detects a problem in the
component but does not know of this change in product own-
ership. Still, it makes no difference for the external user as
the communication is via artefacts instead of human actors
only. Rather than contacting the former responsible team
the user attaches the information about the bug directly to
the artefact. The information is automatically transferred
to the issue tracker of the new maintenance team.

Here, the user benefits from the possibility of Actor → Arte-
fact interactions.

4.4 Automatic dependency selection
Figure 5 shows an example ecosystem consisting of a vari-
ability model as shown in Figure 5(a) and three correspond-
ing software components for its implementation (Figure 5(b)).

Let us suppose, the team developing the Rich Text Mailing

component wants to release a new version, which requires a
maintenance down-time. As the Rich Text Mailing component
is part of a social network site the development team writes
a message in a predefined knowledge interchange format to
the wall of the Rich Text Mailing component and attaches
thereby the information about the planned down-time. The
User Notification component is connected in the social net-
work to the Rich Text Mailing component as well as to the
variability model. Internal reasoning of the User Notification

component decides, that the proper reaction on a down-time
message of a dependency is to request the variability model
artefact for an alternative. The variability model suggests
to use the Basic Mailing component instead. The User Notifi-

cation component reconfigures itself to use the Basic Mailing

component for the duration of the down-time.
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This example shows the benefits of an Artefact → Artefact
interaction in a social network site.

5. RELATED WORK
Some work has already been done to treat software entities
as first-class citizens in their own social networks. For ex-
ample, [3, 2] propose building social networks of code called
Codebook. In Codebook, the interaction type Artefact →
Actor is supported, i.e., artefacts publish automatic status
notifications to their profiles, where the information comes
from sources like code repositories or bug trackers.

Some researchers have also tried to mine repositories to har-
vest information required for building a social network [3, 4]
and present as news feeds. Compared to their work, our
approach has a broader focus on improving the collabora-
tion between different teams over organisational borders and
adds interactions with artefacts beyond retrieving informa-
tion from them.

Alspaugh et al. [1] propose an automatic tool to check the
compatibility of software licenses in an open architecture
software ecosystem. We believe that such an automatic tool
can also be implemented on top of a social network site for
software ecosystems, where software licenses are artefacts
that are connected to software artefacts with a new rela-
tionship type licensed Under.

6. CONCLUSIONS AND FUTURE WORK
Efficient management of shared knowledge in an ecosystem
remains a big challenge because this is a relatively new field;
researchers and practitioners have still to gain practical ex-
perience in dealing with software ecosystems; and there is a
lack of proper tool support to deal with the multiple facets of
the problem. For example, the adoption of software ecosys-
tems increases the complexity in software development [7].
As software is composed of artefacts that are developed in
different organisations or over organisational borders, the
complexity increases naturally with every new artefact or
team involved in the collaboration. An efficient mechanism
for coping with the complexity is essential.

We believe that the complexity of software ecosystems can
only be addressed by providing an efficient way for self-
management to every actor in the ecosystem. Usually, no
central management is possible in a software ecosystem, but
a team developing an artefact in the ecosystem is able to
make its own decisions (e.g. in the area of product manage-
ment coping with release schedules, road maps and goals), if
it has a suitable means to interface with the artefacts around
it in the ecosystem. These means are provided by a social
network site with artefacts added as first class citizens in
our approach.

An added benefit of our approach is that it helps in the
conservation of information. As information is now attached
to artefacts instead of humans, it prevents a “knowledge
drain” as team members change or leave.

An interesting point for further research can be taken from
the Research Agenda for Software Ecosystems of Jansen et
al. [11] in combination with our work: In what way do social
network sites help to establish relationships with partners in

a software ecosystem? We also encourage further research
in the direction of what relationships are necessary in a so-
cial network site between artefacts, additionally to the very
abstract relations depends On, owned By and interested In.

Several open problems remain, when introducing a social
network site for software ecosystems. (i) Such a social net-
work must be created right from the start when the software
platform is opened as an ecosystem, as the social network
can only unfold its full potential if all artefacts and all users
are participating in the social network. Another problem is
(ii) to find a suitable ontology and knowledge representa-
tion to allow for a useful communication between artefacts.
Approaches from the software agent community could be
used here. Although, we believe that a social network site
is useful even without direct interaction between artefacts,
we think that this could be an interesting point for future
research.
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