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Abstract. The automotive industry faces the need for large and com-
plex embedded systems. The original equipment manufacturers (OEMs)
assign the development of subsystems to suppliers. Therefore they are
confronted with many challenges concerning specification, documenta-
tion, and integration until start of production (SOP).
A major part of these challenges can be tackled with continuous and inte-
grated model-based requirements engineering (RE) and design. Following
the analysis of the challenges, we present current work on a supporting
artifact model for embedded systems development and especially focus
on the design part in more detail.1
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1 Introduction

A well-known fact is that the complexity of embedded systems is increasing,
especially in the automotive domain, as for example the number of ECUs has
increased from less than 10 in 1995 to more than 60 today [11]. Strong crosslink-
ing between them makes designing an overall system architecture even more
challenging.

The need for appropriate architectural specification and documentation is
generally accepted [12]. In the automotive domain, this is complicated by the
state of practice distributed development within an association of suppliers.

Contribution This paper discusses common challenges in software system
development in the automotive domain and introduces work in progress on an
integrated artifact model for RE and design that satisfies the special needs of the
automotive domain. The focus lies on the design within the different abstraction
layers.

Outline In Sec. 2 we briefly sketch the state of practice development process
for automotive software and describe the arising challenges and related work.
1 This work was partially funded by the German Federal Ministry of Education and

Research (BMBF) in the framework of the REMsES project.
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Sec. 3 explains the concepts and structure of the artifact model. Sec. 4 details
the design part of the model and shows how to satisfy the mentioned specific
needs of the automotive domain. Finally, Sec. 5 proposes possible next steps for
the still unsolved challenges.

2 Automotive Software Development Process

The general automotive development process is organized according to the V-
model [10]. During the conceptual phase (RE & design), the requirements are
elicitated, and the logical architecture is designed. Then the technical system
architecture, where the components are the electronic control units (ECUs),
and networking (i.e., the layout of the wiring harness) are defined, and the
software components are specified. The components are either developed in house
or assigned to suppliers.

During the realization phase (implementation and integration), the compo-
nents are implemented and tested, then during integration follow the integration
tests, system tests and and acceptance tests. The strict deadline is SOP. This
whole development cycle entails certain challenges:

Challenge of Architecture Specification The main aspects for the de-
composition or modularization of the system during the conceptual phase are
cost-optimization, exchangeability, reliability, and supplier structures. [4] state
that “modeling of architectural designs (...) lives on whiteboards, in Microsoft
PowerPoint slides, or in the developers’ heads”. Therefore, specification and doc-
umentation of an overall system’s architecture is an important challenge.

Challenge of Distributed Development The highly distributed devel-
opment in the automotive domain implies the need for thorough requirements
specification with adequate interfaces, constraints, and context specifications. A
number of constraints arises from different aspects of the system environment
and all potentially relevant impact factors have to be specified in the tender
documents for the suppliers.

Challenge of Integration The timespan for coordination and integration
until start of production is one to two years, as the distributed development leads
to late integration. The plan includes 5 levels of integration from basic physics
to serial maturity. There is a strict process for error categorizing, tracing, and
solving, with many participants and high costs. Especially for the safety-critical
systems the aspect of liability is particularly important.

Related Work The challenges in the automotive domain have been dis-
cussed in depth by [5], while this paper only mentions the challenges that are
faced by the artifact model.

Some of these challenges have already been adressed in different ways, as
well in requirements engineering, e.g. [8], as in design, e.g. [7, 1]. In contrast, our
artifact model covers different layers of abstraction.
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Fig. 1. Dimensions of the Artifact Model and Design Artifacts

3 Artifact Model for RE&Design of Embedded Systems

The REMsES project develops a guidebook with a building set of RE and design
techniques tailored for the automotive domain. The key to consistency within
the artifacts over the whole development process with distributed suppliers and
demanding integration is seamless model-based requirements engineering and
design.

The REMsES artifact model [2] is structured in three content categories and
three abstraction layers (Fig 1).

Abstraction Layers The abstraction layers are (top-down) the complete
system, the function groups, and the software/hardware (SW/HW), each layer
specifying in more detail and adding certain views. On the complete system
layer, the system is seen as black box that provides functionality to a user. The
function groups layer represents the logical architecture of software subsystems.
The SW/HW layer details the technical architecture with little abstraction from
the implementation.

Content Categories The content categories are the context, requirements,
and design. The context structures the interrelated conditions of the environ-
ment, inter alia with a system vision, business goals, stakeholders, and different
types of constraints [13]. The requirements category encompasses documentation
and refinement of system goals, use cases, scenarios, and functional requirements
[9, 3].

The design category captures the early blueprints of the architecture on each
layer. Due to space limitations we present only this last category in detail in
Sec. 4, as for this workshop the design is the most interesting part of the model.

4 Integrated Design with the Artifact Model

The artifacts for the content category “design” were developed on the basis
of [6]. These artifacts (see right side of Fig. 1) are views that are based on
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one underlying system model per abstraction layer, and they serve as basis for
deriving artifacts on lower layers by systematic refinement.

On the complete system layer, the design is captured in terms of user services
or functions, and the views on those services are a function net, a dependency
view, a behaviour view, and interface and data specifications. The function net
gives an overview of the structure and interaction of the user functions. The
dependency view provides a formal analysis of function interactions and system
states, while the system behaviour is modelled with state automata. The data
dictionary details on the representation and semantics of the input- and output-
data of the functions and the interface captures the communication boundary.

On the function group layer the dominant design concept are logical compo-
nents and their relations. Different modelling aspects are represented by struc-
tural component, interface, data and behaviour views, and an optional border
specification. The structure is represented in terms of components that are con-
nected through channels and ports. The interface, data and behaviour views
refine the information of the complete system layer per component.

The border specification is a special new artifact that allows for the extrac-
tion of a subsystem – its intended use cases are either distributed development
by suppliers or reuse within a new surrounding system specification. It encap-
sulates a short abstract of the functionality and usage of the subsystem and
the particularly relevant information from the complete system context for the
specific subsystem.

Finally, on the software/hardware layer there are hardware topology, run-
time view, deployment view, and optional data and border specifications. The
hardware topology describes the hardware units of the platform for the techni-
cal realization. The runtime view details on the cooperation of hardware clusters
and application clusters (= software units) in terms of tasks, events, and buffers.
The deployment view maps the application clusters to hardware units. The data
dictionary can be refined in case of relevant hardware characteristis, e.g. sensor
specifics. In case of reuse or development assignment on this abstraction layer,
the border specification is completed with the additional information about tech-
nical constraints.

Facing the Challenges
Architecture specification challenges are met by the strong integration of RE

and design in the proposed artifact model. The tailoring of the artifact model
to the needs of the embedded systems domain becomes more obvious, the lower
the regarded abstraction layer is, as the software/hardware layer contains all the
specific details from sensor granularity to CAN message codes.

Distributed development is facilitated by the modular structure of the model.
The complete system specification has to be maintained only once as the sub-
system specifications are completely integrated. Then the tender documents can
be extracted from the overall specification for the assignment to suppliers with
the help of the border specification and a guiding process.

Integration is also supported by having one overall systems model, as a major
impact on the integrational efforts originates from the quality and adequateness
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of the system’s architecture. The introduced design model facilitates integration
in two ways: the artifacts can be used for simluation (verification) and support
the process of the V-Model, as the abstraction layers match its steps.

5 Conclusion

In this paper, we have presented a number of challenges to current automotive
software systems development and introduced the REMsES artifact model with
special emphasis on the design part. The challenges of architecture specification
and documentation, development by suppliers, and integration can effectively
be met with this artifact model. There will be support for product lines that
faces the problems of configurability, which is work in progress from our project
partners.

We have evaluated the first two abstraction layers in a student project and
we are currently evaluating the whole artifact model and the guidebook within
a pilot scheme in industry.
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